**Chapter 3**

**Quantum Search Algorithm and its Applications**

Because in **IBM**’s quantum computers, they only provide quantum gates of single quantum bit and two quantum bits, quantum gates of three quantum bits and many quantum bits must manually be decomposed into quantum gates of single quantum bit and two quantum bits. A good quantum algorithm of solving any given problem with the size of the input of *n* bits must have a constant successful probability of measuring its answer(s) that is close to one as soon as possible. In this chapter, we first illustrate how to decompose quantum gates of three quantum bits and many quantum bits into quantum gates of single quantum bit and two quantum bits. Next, we introduce how to write quantum programs with version 2.0 of Open QASM to implement decomposition among various kinds of quantum gates. A *quantum search algorithm* that is sometimes known as *Grover*’*s algorithm* to find an item in unsorted databases with 2*n* items that satisfies any given condition can give a quadratic speed-up and is the best one known. Hence, we then describe how to write quantum programs with version 2.0 of Open QASM to implement the quantum search algorithm in order to solve various applications.

**3.1 Introduction to the Search Problem**

It is assumed that a set *X* is equal to {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*}. From the set *X* the minimum element is *x*10 *x*20 … *xn* − 10 *xn*0 with *n* bits and the maximum element is *x*11 *x*21 … *xn* − 11 *xn*1 with *n* bits. For convenience of presentation, in the set *X* the decimal value of the minimum element with *n* bits is 0 and the decimal value of the maximum element with *n* bits is 2*n* − 1. We regard the set *X* as an unsorted database containing 2*n* items (elements) with each item has *n* bits.

A search problem is to that from the set *X* that is {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*} and is also an unsorted database with 2*n* items (elements) *M* items (elements) satisfy any given condition and we would like to find one of *M* solutions, where 1 ≤ *M* ≤ 2*n*. A common formulation of the search problem is as follows. For any given oracular function *Of*: {*x*1 *x*2 … *xn* − 1 *xn* | ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*} → {0, 1}, there are *M* inputs of *n* bits from its domain, say *λM*, that satisfies the condition *Of*(*λM*) = 1, whereas for all other inputs of *n* bits from the same domain, *ω*, for 0 ≤ *ω* ≤ 2*n* − 1 and *ω* ≠ *λM*, *Of* (*ω*) = 0. The search problem is to find one of *M* solutions.

The most efficient classical algorithm for the search problem is to check whether the items (elements) in the domain one by one satisfy *Of*(*λM*) = 1 or not. If an item (element) satisfies the required condition that is *Of*(*λM*) = 1, then the most efficient classical algorithm is terminated. Otherwise, it continues to examine whether next item (element) satisfies *Of*(*λM*) = 1 or not until the answer is found. The number of solutions that is one is the worst case in the search problem. For the worst case in the search problem, the best time complexity of finding the desired answer (item) is O(1), the average time complexity of finding the desired answer (item) is O() and the worst time complexity of finding the desired answer (item) is O(2*n*).

**3.2 Introduction to the Satisfiability Problem**

Let us consider an example *F*(*x*1, *x*2) = (*x*2 ∨ *x*1) ∧ ( ∨ ) ∧ (*x*1). The two variables *x*2 and *x*1 are two Boolean variables and their values could be 0 or 1. We suppose that 0 is “false” and 1 is “true”. A symbol “∨” is the “logical or” operation and a symbol “∧” is the “logical and” operation. Therefore, a Boolean formula *x*2 ∨ *x*1 is 0 only if both *x*2 and *x*1 are 0; a Boolean formula *x*2 ∧ *x*1 is 1 only if both *x*2 and *x*1 are 1. We regard the Boolean formula *x*2 ∨ *x*1 as one clause and we regard the Boolean formula *x*2 ∧ *x*1 as another clause.

We give to represent the “negation” of *x*1 and we give to represent the “negation” of *x*2. A Boolean formula is 1 if *x*1 is 0 and is 0 if *x*1 is 1. A Boolean formula is 1 if *x*2 is 0 and is 0 if *x*2 is 1. Of course, we also regard the Boolean formula and the Boolean formula as two different clauses. The satisfiability problem that is a **NP-complete** problemis to find Boolean values of *x*2 and *x*1 to make the formula *F*(*x*1, *x*2) to be true that is equal to 1.

In this example, the answer is *x*2 = 0 and *x*1 = 1. In the formula *F*(*x*1, *x*2), it actually includes three *clauses*: the first clause is “(*x*2 ∨ *x*1)”, the second clause is “( ∨ )” and the third clause is “(*x*1)”. A clause is a formula of the form *x*1 ∨ *x*2 ∨ … *xn* − 1 ∨ *xn*, where each variable *xk* for 1 ≤ *k* ≤ *n* is a Boolean variable or its negation. Because the quantum program of implementing this example uses more quantum bits that exceed five quantum bits in the backend *ibmqx4* with five quantum bits in **IBM**’s quantum computers, we just use this example to explain what the satisfiability problem is. Next, we give **Definition 3-1** to introduce the satisfiability problem.

**Definition 3-1**: In general, a satisfiability problem contains a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*, where each clause *Cj* for 1 ≤ *j* ≤ *m* is a formula of the form *x*1 ∨ *x*2 ∨ … *xn* − 1 ∨ *xn* for each Boolean variable *xk* to 1 ≤ *k* ≤ *n*. Next, the question is to find values of each Boolean variable so that the whole formula has the value 1. This is the same as finding values of each Boolean variable that make each clause have the value 1.

From **Definition 3-1**, for a satisfiability problem with *n* Boolean variables and *m* clauses, we regard *m* clauses as any given oracular function *Of*(*x*1, *x*2, …, *xn* − 1,*xn*) and regard 2*n* inputs of *n* Boolean variables as its domain {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*}. The satisfiability problem with *n* Boolean variables and *m* clauses is to find inputs of *n* bits (*n* Boolean variables) from its domain so that the whole formula *Of*(*x*1, *x*2, …, *xn* − 1,*xn*) has the value 1. This is to say that a satisfiability problem with *n* Boolean variables and *m* clauses is actually a kind of search problems.

**3.2.1 Flowchart of Solving the Satisfiability Problem**

From **Definition 3-1**, a satisfiability problem contains a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*, where each clause *Cj* for 1 ≤ *j* ≤ *m* is a formula of the form *x*1 ∨ *x*2 ∨ … *xn* − 1 ∨ *xn* for each Boolean variable *xk* to 1 ≤ *k* ≤ *n*. For solving the satisfiability problem with *n* Boolean variables and *m* clause, we need to use auxiliary Boolean variables *rj, k* for 1 ≤ *j* ≤ *m* and 0 ≤ *k* ≤ *n* and auxiliary Boolean variables *sj* for 0 ≤ *j* ≤ *m*. Because we use auxiliary Boolean variables *rj,* 0 for 1 ≤ *j* ≤ *m* as the first operand of the first logical or operation (“∨”) in each clause, the initial value of each auxiliary Boolean variable *rj,* 0 for 1 ≤ *j* ≤ *m* is set to zero (0). This is to say that this setting does not change the correct result of the first logical or operation in each clause. We use ***CCNOT*** gates and ***NOT*** gates to implement the logical or operations in each clause and we apply auxiliary Boolean variables *rj, k* for 1 ≤ *j* ≤ *m* and 1 ≤ *k* ≤ *n* to store the result of implementing the logical or operations in each clause. This indicates that each auxiliary Boolean variable *rj, k* for 1 ≤ *j* ≤ *m* and 1 ≤ *k* ≤ *n* is actually the target bit of a ***CCNOT*** gate of implementing a logical or operation. Therefore, the initial value of each auxiliary Boolean variable *rj, k* for 1 ≤ *j* ≤ *m* and 1 ≤ *k* ≤ *n* is set to one (1).

We use an auxiliary Boolean variable *s*0 as the first operand of the first logical and operation (“∧”) in a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*. The initial value of the auxiliary Boolean variable *s*0 is set to one (1). This implies that this setting does not change the correct result of the first logical and operation in *C*1 ∧ *C*2 … ∧ *Cm*. We use ***CCNOT*** gates to implement the logical and operations in *C*1 ∧ *C*2 … ∧ *Cm* and we apply auxiliary Boolean variables *sj* for 1 ≤ *j* ≤ *m* to store the result of implementing the logical and operations in *C*1 ∧ *C*2 … ∧ *Cm*. This is to say that each auxiliary Boolean variable *sj* for 1 ≤ *j* ≤ *m* is actually the target bit of a ***CCNOT*** gate of implementing a logical and operation. Thus, the initial value of each auxiliary Boolean variable *sj* for 1 ≤ *j* ≤ *m* is set to zero (0). For the convenience of our presentation, we assume that |*Cj*| is the number of Boolean variable in the *j*th clause *Cj*.

Figure 3.1 is to flowchart of solving the satisfiability problem with *n* Boolean variables and *m* clauses. In Figure 3.1, in statement *S*1, it sets the index variable *j* of the first loop to one (1). Next, in statement *S*2, it executes the conditional judgement of the first loop. If the value of *j* is less than or equal to the value of *m*, then *next executed* instruction is statement *S*3. Otherwise, in statement *S*9, it executes an *End* instruction to terminate the task that is to find values of each Boolean variable so that the whole formula has the value 1 and this is the same as finding values of each Boolean variable that make each clause have the value 1.

![](data:image/png;base64,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)

Figure 3.1: Flowchart of solving the satisfiability problem with *n* Boolean variables and *m* clauses.

In statement *S*3, it sets the index variable *k* of the second loop to one (1). Next, in statement *S*4, it executes the conditional judgement of the *second* loop. If the value of *k* is less than or equal to the number of Boolean variables in the *j*th clause *Cj*, then next executed instruction is statement *S*5. Otherwise, next executed instruction is statement *S*7. In statement *S*5, it implements a logical or operation “*rj, k* ← *rj, k* − 1 ∨ *xk*” that is the *k*th logical or operation in the *j*th clause *Cj*. Boolean variable *rj, k* − 1 is the first operand of the logical or operation and stores the result of the previous logical or operation. Boolean variable *xk* is the second operand of the logical or operation. Boolean variable *rj, k* stores the result of implementing the *k*th logical or operation in the *j*th clause *Cj*. Next, in statement *S*6, it increases the value of the index variable *k* to the second loop. Repeat to execute statement *S*4 through statement *S*6 until in statement *S*4 the conditional judgement becomes a *false* value.

When the value of the index variable *k* in the second loop is greater than the number of Boolean variables in the *j*th clause *Cj*, next executed instruction is statement *S*7. In statement *S*7, it executes a logical and operation “*sj* ← *sj* − 1 ∧ *rj, k* − 1” in *C*1 ∧ *C*2 … ∧ *Cm*. Boolean variable *sj* − 1 is the first operand of the logical and operation and stores the result of the previous logical and operation. Because the value of *k* is equal to |*Cj*| + 1, the value of (*k* − 1) is equal to |*Cj*|. Boolean variable *rj, k* − 1 is the second operand of the logical and operation and stores the result of implementing a formula of the form *x*1 ∨ *x*2 ∨ … *xn* − 1 ∨ *xn* in the *j*th clause *Cj*. Boolean variable *sj* stores the result of implementing the *j*th logical and operation in *C*1 ∧ *C*2 … ∧ *Cm*. Next, in statement *S*8, it increases the value of the index variable *j* to the first loop. Repeat to execute statement *S*2 through statement *S*8 until in statement *S*2 the conditional judgement becomes a *false* value. Because from **Definition 3-1** each clause *Cj* for 1 ≤ *j* ≤ *m* is a formula of the form *x*1 ∨ *x*2 ∨ … *xn* − 1 ∨ *xn*, from Figure 3.1 the total number of logical and operation and logical or operation is *m* logical and operations and () = (*m* × *n*) logical or operations. This is the cost of implementing *m* clauses of one time for one of 2*n* inputs to *n* Boolean variables. Therefore, the cost of implementing *m* clauses of 2*n* times for 2*n* inputs of *n* Boolean variables is (2*n* × *m*) logical and operations and (2*n* × *m* × *n*) logical or operations.

**3.2.2 Data Dependence Analysis for the Satisfiability Problem**

A data dependence arises from two statements that access or modify the same resource. *Data dependence analysis* is to judge whether it is safe to *reorder* or *parallelize* statements. In a satisfiability problem with *n* Boolean variables and *m* clauses, it consists of 2*n* inputs that are 2*n* combinational states of *n* Boolean variables. The first input is *x*10 *x*20 … *xn* − 10*xn*0, the second input is *x*10 *x*20 … *xn* − 10*xn*1 and so on with that the last input is *x*11 *x*21 … *xn* − 11*xn*1. Each input needs to complete those operations in Figure 3.1. Each input needs to use (*m* × (*n* + 1)) auxiliary Boolean variables *rj, k* for 1 ≤ *j* ≤ *m* and 0 ≤ *k* ≤ *n* and (*m* + 1) auxiliary Boolean variables *sj* for 0 ≤ *j* ≤ *m*. Since 2*n* inputs of *n* Boolean variables implement those operations in Figure 3.1 not to access or modify the same input and the same auxiliary Boolean variables, we can *parallelize* them without any error.

Let us consider another example that is *F*(*x*1, *x*2) = *x*1 ∧ *x*2, where two variables *x*1 and *x*2 are two Boolean variables and their values could be 0 or 1. In the formula *F*(*x*1, *x*2) = *x*1 ∧ *x*2, the first clause contains (*x*1) and the second clause includes (*x*2). The satisfiability problem for the Boolean formula *F*(*x*1, *x*2) = *x*1 ∧ *x*2 with two Boolean variable *x*1 and *x*2 is to find values of each Boolean variable so that the whole formula has the value 1. This is the same as finding values of each Boolean variable that make each clause have the value 1.

We regard the satisfiability problem for the Boolean formula *F*(*x*1, *x*2) = *x*1 ∧ *x*2 with two Boolean variable *x*1 and *x*2 as a search problem in which any given oracular function *Of* is the Boolean formula *F*(*x*1, *x*2) = *x*1 ∧ *x*2, its domain is {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2} and its range is {0, 1}. In the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 of the search problem, there are *M* inputs of *two* bits from its domain, say *λM* = *x*1 *x*2, that satisfies the condition *Of*(*λM*) = *Of*(*x*1 *x*2) = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 = 1. Whereas for all other inputs of two bits from the same domain, *ω* = *x*1 *x*2, for 0 ≤ *ω* ≤ 22 − 1 and *ω* ≠ *λM*, *Of* (*ω*) = *Of* (*x*1 *x*2) = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 = 0. The search problem is to find one of *M* solutions that is to find values of each Boolean variable so that the whole formula has the value 1. This is the same as finding values of each Boolean variable that make each clause have the value 1.

From the domain {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2} of the Boolean formula *F*(*x*1, *x*2) = *x*1 ∧ *x*2, there are four inputs *x*10 *x*20, *x*10 *x*21, *x*11 *x*20 and *x*11 *x*21. Because it contains two clauses in which each clause only consists of one Boolean variable, each input needs to complete “*r*1, 1 ← *r*1*,* 00 ∨ *x*1”, “*s*1 ← *s*01 ∧ *r*1, 1”, “*r*2, 1 ← *r*2*,* 00 ∨ *x*2” and “*s*2 ← *s*1 ∧ *r*2, 1”. The result of implementing a logical or operation “*r*1, 1 ← *r*1*,* 00 ∨ *x*1” is actually equal to the value of Boolean variable *x*1. This is to say that Boolean variable *r*1, 1 stores the value of Boolean variable *x*1. Next, a logical and operation “*s*1 ← *s*01 ∧ *r*1, 1” is equivalent to another logical and operation “*s*1 ← *s*01 ∧ *x*1”. Because the result of implementing “*s*1 ← *s*01 ∧ *x*1” is actually equal to the value of Boolean variable *x*1, Boolean variable *s*1 stores the value of Boolean variable *x*1.

Next, the result of implementing a logical or operation “*r*2, 1 ← *r*2*,* 00 ∨ *x*2” is actually equal to the value of Boolean variable *x*2. This indicates that Boolean variable *r*2, 1 stores the value of Boolean variable *x*2. Next, a logical and operation “*s*2 ← *s*1 ∧ *r*2, 1” is equivalent to another logical and operation “*s*2 ← *x*1 ∧ *x*2”. This is to say that the result of implementing “*r*1, 1 ← *r*1*,* 00 ∨ *x*1”, “*s*1 ← *s*01 ∧ *r*1, 1”, “*r*2, 1 ← *r*2*,* 00 ∨ *x*2” and “*s*2 ← *s*1 ∧ *r*2, 1” is the same as that of implementing “*s*2 ← *x*1 ∧ *x*2”. Therefore, four results of implementing *F*(*x*10, *x*20) = *x*10 ∧ *x*20, *F*(*x*10, *x*21) = *x*10 ∧ *x*21, *F*(*x*11, *x*20) = *x*11 ∧ *x*20 and *F*(*x*11, *x*21) = *x*11 ∧ *x*21 are respectively *s*20 (false), *s*20 (false), *s*20 (false) and *s*21 (true). Because 22 inputs of two Boolean variables implement those instructions above not to access or modify the same input and the same auxiliary Boolean variable, we can *parallelize* them without any error.

**3.2.3 Solution Space of Solving an Instance of the Satisfiability Problem**

For the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 of the search problem, its domain is {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2} and its range is {0, 1}. We regard its domain as its solution space in which there are four possible choices that satisfy *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 = 1. We use a basis {(1, 0, 0, 0), (0, 1, 0, 0), (0, 0, 1, 0), (0, 0, 0, 1)} of the four-dimensional Hilbert space to construct solution space {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2}. We make use of (1, 0, 0, 0) to encode Boolean variable *x*10 and Boolean variable *x*20. Next, we use (0, 1, 0, 0) to encode Boolean variable *x*11 and Boolean variable *x*20. We apply (0, 0, 1, 0) to encode Boolean variable *x*10 and Boolean variable *x*21. Finally, we use (0, 0, 0, 1) to encode Boolean variable *x*11 and Boolean variable *x*21.

We use a linear combination of each element in the basis that is × (1, 0, 0, 0) + × (0, 1, 0, 0) + × (0, 0, 1, 0) + × (0, 0, 0, 1) = (, , , ) to construct solution space {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2}. The amplitude of each possible choice is all and the sum to the square of the absolute value of each amplitude is one. Because the length of the vector is one, it is a unit vector. This is to say that we use a unit vector to encode all of the possible choices that satisfy *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2. We call the square of the absolute value of each amplitude as the cost (the successful probability) of that choice that satisfies the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2. The cost (the successful probability) of the answer(s) is close to one as soon as possible.

**3.2.4 Implementing Solution Space to an Instance of the Satisfiability Problem**

In Listing 3.1, the program in the backend *ibmqx4* with five quantum bits in **IBM**’s quantum computer is to solve an instance of the satisfiability problem with *F*(*x*1, *x*2) = *x*1 ∧ *x*2 in which we illustrate how to write a quantum program to find values of each Boolean variable so that the whole formula has the value 1. Figure 3.2 is the quantum circuit of constructing solution space to an instance of the satisfiability problem with *F*(*x*1, *x*2) = *x*1 ∧ *x*2. The statement “OPENQASM 2.0;” on line one of Listing 3.1 is to indicate that the program is written with version 2.0 of Open QASM. Next, the statement “include "qelib1.inc";” on line two of Listing 3.1 is to continue parsing the file “qelib1.inc” as if the contents of the file were pasted at the location of the include statement, where the file “qelib1.inc” is **Quantum Experience (QE) Standard Header** and the path is specified relative to the current working directory.

|  |
| --- |
| 1. OPENQASM 2.0; 2. include "qelib1.inc"; 3. qreg q[5]; 4. creg c[5]; 5. x q[0]; 6. h q[3]; 7. h q[4]; 8. h q[0]; |

Listing 3.1: The program of solving an instance of the satisfiability problem with *F*(*x*1, *x*2) = *x*1 ∧ *x*2.

Next, the statement “qreg q[5];” on line three of Listing 3.1 is to declare that in the program there are five quantum bits. In the left top of Figure 3.2, five quantum bits are subsequently q[0], q[1], q[2], q[3] and q[4]. The initial value of each quantum bit is set to |0>. We use quantum bit q[3] to encode Boolean variable *x*1. We make use of quantum bit q[4] to encode Boolean variable *x*2. We apply quantum bit q[2] to encode auxiliary Boolean variable *s*2. We use quantum bit q[0] as an auxiliary working bit. We do not use quantum bit q[1].
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Figure 3.2: The quantum circuit of constructing solution space to an instance of the satisfiability problem with *F*(*x*1, *x*2) = *x*1 ∧ *x*2.

For the convenience of our explanation, q[k]0 for 0 ≤ *k* ≤ 4 is to represent the value 0 of q[k] and q[k]1 for 0 ≤ *k* ≤ 4 is to represent the value 1 of q[k]. Similarly, for the convenience of our explanation, an initial state vector of constructing solution space to an instance of the satisfiability problem with *F*(*x*1, *x*2) = *x*1 ∧ *x*2 is as follows:

|Φ0> = |q[4]0> |q[3]0> |q[2]0> |q[1]0> |q[0]0> = |0> |0> |0> |0> |0> = |00000>.

Then, the statement “creg c[5];” on line four of Listing 3.1 is to declare that there are five classical bits in the program. In the left bottom of Figure 3.2, five classical bits are respectively c[0], c[1], c[2], c[3] and c[4]. The initial value of each classical bit is set to 0.

Next, the three statements “x q[0];”, “h q[3];” and “h q[4];” on line five through seven of Listing 3.1 is to implement one ***X*** gate (one ***NOT*** gate) and two Hadamard gates of the *first* time slot of the quantum circuit in Figure 3.2. The statement “x q[0];” actually completes × = = (|1>). This indicates that the statement “x q[0];” on line five of Listing 3.1 inverts |q[0]0> (|0>) into |q[0]1> (|1>). The two statements “h q[3];” and “h q[4];” both actually complete × = = = ( + ) = (|0> + |1>). This is to say that converting q[3] from one state |0> to another state (|0> + |1>) (its superposition) and converting q[4] from one state |0> to another state (|0> + |1>) (its superposition) are completed. Therefore, the superposition of the two quantum bits q[4] and q[3] is ( (|0> + |1>)) ( (|0> + |1>)) = (|0> |0> + |0> |1> + |1> |0> + |1> |1>) = (|00> + |01> + |10> + |11>). Because in the *first* time slot of the quantum circuit in Figure 3.2 there is no quantum gate to act on quantum bits q[2] and q[1], their current states |q[2]0> and |q[1]0> are not changed. This is to say that we obtain the following new state vector

|Φ1> = ( (|q[4]0> + |q[4]1>)) ( (|q[3]0> + |q[3]1)) (|q[2]0> |q[1]0> |q[0]1>)

= (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + |q[4]1> |q[3]1>) (|q[2]0>

|q[1]0> |q[0]1>)

= (|0> |0> + |0> |1> + |1> |0> + |1> |1>) (|0> |0>|1>).

Next, the statement “h q[0];” on line *eight* of Listing 3.1 is to implement one Hadamard gate of the *second* time slot of the quantum circuit in Figure 3.2. The statement “h q[0];” actually completes × = = = ( − ) = (|0> − |1>). This indicates that converting q[0] from one state |1> to another state (|0> − |1>) (its superposition) is completed. Because in the *second* time slot of the quantum circuit in Figure 3.2 there is no quantum gate to act on quantum bits q[4] through q[1], their current states are not changed. This indicates that we obtain the following new state vector

|Φ2> = ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + |q[4]1> |q[3]1>)) (|q[2]0>

|q[1]0>) (|q[0]0> − |q[0]1>))

= ( (|0> |0> + |0> |1> + |1> |0> + |1> |1>)) (|0> |0>) (|0> − |1>)).

In the new state vector |Φ2>, state |q[4]0> |q[3]0> encodes Boolean variable *x*10 and Boolean variable *x*20. State |q[4]0> |q[3]1> encodes Boolean variable *x*11 and Boolean variables *x*20. State |q[4]1> |q[3]0> encodes Boolean variable *x*10 and Boolean variable *x*21. State |q[4]1> |q[3]1> encodes Boolean variable *x*11 and Boolean variable *x*21. The amplitude of each choice is and the cost (the successful possibility) of becoming the answer(s) to each choice is the same and is equal to = 1/4.

**3.2.5 The Oracle to an Instance of the Satisfiability Problem**

The Oracle is to have the ability to *recognize* solutions to the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 of the satisfiability problem. The Oracle is to multiply the probability amplitude of the answer(s) by −1 and leaves any other amplitude unchanged. The Oracle of solving the satisfiability problem with the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 is a (22 × 22) matrix *B* that is equal to .

We assume that a (22 × 22) matrix *B*+ is the conjugate transpose of *B*. Because the transpose of *B* is equal to *B* and each element in the transpose of *B* is a real, the conjugate transpose of *B* is also equal to *B*. Hence, we obtain *B*+ = *B*. Because *B* and *B*+ are almost a (22 × 22) identity matrix, *B* × *B*+ = , and *B*+ × *B* = . Thus, we obtain *B* × *B*+ = *B*+ × *B*. This is to say that it is a unitary matrix (operator) to solve the satisfiability problem with the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2. Implementing the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 in the satisfiability problem is equivalent to implement the Oracle that is × = = × + × + × + × = |00> + |01> + |10> + |11>.

Four computational basis vectors , , and encode four states |00>, |01>, |10> and |11> and their current amplitudes are respectively (, , () and (). State |00> (|q[4]0> |q[3]0>) with the amplitude () encodes Boolean variable *x*10 and Boolean variable *x*20. State |01> (|q[4]0> |q[3]1>) with the amplitude () encodes Boolean variable *x*11 and Boolean variable *x*20. State |10> (|q[4]1> |q[3]0>) with the amplitude () encodes Boolean variable *x*10 and Boolean variable *x*21. State |11> (|q[4]1> |q[3]1>) with the amplitude () encodes Boolean variable *x*11 and Boolean variable *x*21. This is to say that the Oracle multiplies the probability amplitude of the answer with Boolean variable *x*11and Boolean variable *x*21 by −1 and leaves any other amplitude unchanged.

**3.2.6 Implementing the Oracle to an Instance of the Satisfiability Problem**

We use one ***CCNOT*** gate to implement the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 of the satisfiability problem. We use quantum bit q[3] to encode Boolean variable *x*1, we use quantum bit q[4] to encode Boolean variable *x*2 and we use quantum bit q[2] to encode Boolean variable *s*2. So, quantum bits q[3], q[4], q[2] are respectively the first control bit, the second control bit and the target bit of the ***CCNOT*** gate. Because we use the ***CCNOT*** gate to implement a logical and operation, the initial value to quantum bit q[2] is set to |0>.

From line *nine* through line *twenty-three* in Listing 3.1, there are the fifteen statements. They are subsequently “h q[2];”, “cx q[4],q[2];”, “tdg q[2];”, “cx q[3],q[2];”, “t q[2];”, “cx q[4],q[2];”, “tdg q[2];”, “cx q[3],q[2];”, “t q[4];”, “t q[2];”, “cx q[3],q[4];”, “h q[2];”, “t q[3];”, “tdg q[4];” and “cx q[3], q[4];”. They implement the ***CCNOT*** gate that completes the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2. Figure 3.3 is the qua-

|  |
| --- |
| **Listing 3.1 continued…**  // We use the following *fifteen* statements to implement a ***CCNOT*** gate.   1. h q[2]; 2. cx q[4],q[2]; 3. tdg q[2]; 4. cx q[3],q[2]; 5. t q[2]; 6. cx q[4],q[2]; 7. tdg q[2]; 8. cx q[3],q[2]; 9. t q[4]; 10. t q[2]; 11. cx q[3],q[4]; 12. h q[2]; 13. t q[3]; 14. tdg q[4]; 15. cx q[3], q[4]; |
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![](data:image/png;base64,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)

Figure 3.3: The quantum circuit of implementing the Oracle to an instance of the satisfiability problem with *F*(*x*1, *x*2) = *x*1 ∧ *x*2.

*F*(*x*1, *x*2) = *x*1 ∧ *x*2. They take the state vector |Φ2> = ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + |q[4]1> |q[3]1>)) (|q[2]0> |q[1]0>) (|q[0]0> − |q[0]1>)) as their input. After they actually implement six ***CNOT*** gates, two Hadamard gates, three ***T***+ gates and four ***T*** gates from the *first* time slot through the *eleventh* time slot in Figure 3.3, we obtain the following new state vector

|Φ3> = ( (|q[4]0> |q[3]0> |q[2]0> + |q[4]0> |q[3]1> |q[2]0> + |q[4]1> |q[3]0> |q[2]0> +

|q[4]1> |q[3]1> |q[2]1>)) (|q[1]0>) (|q[0]0> − |q[0]1>))

= ( (|0> |0> |0> + |0> |1> |0> + |1> |0> |0> + |1> |1> |1>)) (|0>) (|0> − |1>)).

Next, from line *twenty-four* in Listing 3.1, the statement “cx q[2],q[0];” takes the new state vector |Φ3> as its input. It multiplies the probability amplitude of the answer

|  |
| --- |
| **Listing 3.1 continued…**  // The Oracle multiplies the probability amplitude of the answer *x*11 *x*21 by −1 and  // leaves any other amplitude unchanged.   1. cx q[2],q[0]; |

|q[4]1> |q[3]1> encoding *x*11 *x*21 by −1 and leaves any other amplitude unchanged. This is to say that after the statement “cx q[2],q[0];” implements the ***CNOT*** gate in the *twelfth* time slot in Figure 3.3, we obtain the following new state vector

|Φ4> = ( (|q[4]0> |q[3]0> |q[2]0> + |q[4]0> |q[3]1> |q[2]0> + |q[4]1> |q[3]0> |q[2]0> +

(−1) |q[4]1> |q[3]1> |q[2]1>)) (|q[1]0>) (|q[0]0> − |q[0]1>))

= ( (|0> |0> |0> + |0> |1> |0> + |1> |0> |0> + (−1) |1> |1> |1>)) (|0>) (|0> −

|1>)).

Because quantum operations are reversible by nature, executing the reversed order of implementing the ***CCNOT*** gate can restore the auxiliary quantum bits to their initial states. From line *twenty-five* through line *thirty-nine* in Listing 3.1, there are the *fifteen* statements. They are “cx q[3],q[4];”, “tdg q[4];”, “t q[3];”, “h q[2];”, “cx q[3],q[4];”, “t q[2];”, “t q[4];”, “cx q[3],q[2];”, “tdg q[2];”, “cx q[4],q[2];”, “t q[2];”, “cx q[3],q[2];”, “tdg q[2];”, “cx q[4],q[2];” and “h q[2];”. They run the reversed order of implementing

|  |
| --- |
| **Listing 3.1 continued…**  // Because quantum operations are reversible by nature, executing the reversed  // order of implementing the ***CCNOT*** gate can restore the auxiliary quantum bits  // to their initial states.   1. cx q[3],q[4]; 2. tdg q[4]; 3. t q[3]; 4. h q[2]; 5. cx q[3],q[4]; 6. t q[2]; 7. t q[4]; 8. cx q[3],q[2]; 9. tdg q[2]; 10. cx q[4],q[2]; 11. t q[2]; 12. cx q[3],q[2]; 13. tdg q[2]; 14. cx q[4],q[2]; 15. h q[2]; |

the ***CCNOT*** gate that completes the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2. They take the new state vector |Φ4> as their input. After they actually complete six ***CNOT*** gates, two Hadamard gates, three ***T***+ gates and four ***T*** gates from the *thirteenth* time slot through the *last* time slot in Figure 3.3, we obtain the following new state vector

|Φ5> = ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1> |q[3]1>))

(|q[2]0> |q[1]0>) (|q[0]0> − |q[0]1>))

= ( (|0> |0> + |0> |1> + |1> |0> + (−1) |1> |1>)) (|0> |0>) (|0> − |1>)).

In the state vector |Φ2>, the amplitude of each element in solution space {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2} is (1/2). In the state vector |Φ5>, the amplitude to three elements *x*10 *x*20, *x*10 *x*21, *x*11 *x*20 in solution space is all (1/2) and the amplitude to the element *x*11 *x*21 in solution space is (−1/2). This indicates that *thirty-one* statements from line *nine* through *thirty-nine* in Listing 3.1 complete × that is to complete the Oracle of solving the satisfiability problem with the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2.

**3.2.7 The Grover Diffusion Operator to Amplify the Amplitude of the Answers in the Satisfiability Problem**

We assume that a (2*n* × 1) vector |*u*> is and another (2*n* × 1) vector |*v*> is . The transpose of |*v*> is a (1 × 2*n*) vector that is . **Definition 3-2** introduces the outer product |*u*> <*v*| of two vectors |*u*> and |*v*>.

**Definition 3-2**: The outer product |*u*> <*v*| of two vectors |*u*> and |*v*> is a (2*n* × 2*n*) matrix *W* that is × = .

We assume that represents *n* Hadamard gates and represents *n* quantum bits in which the value of each quantum bit is equal to |0>. After we use a unitary operator to operate *n* quantum bits, , the state |0> of each quantum bit is converted into its superposition (|0> + |1>). This is to say that the superposition to *n* quantum bits with is = ( (|0> + |1>))) = = ( + … + ) = . is the uniform superposition of states, is a (2*n* × 1) vector and its length is one. This indicates that it is a unit vector.

The matrix *D* that is a (2*n* × 2*n*) matrix defines the Grover diffusion operator *D* as follows:

*Da*, *b* = if *a ≠ b* and *Da*, *a* = − 1.

This diffusion transform, *D*, can be implemented as *D* = 2 − = (2 − ) . The rotation matrix *R* that is a (2*n* × 2*n*) matrix defines a phase shifter operator, (2 − ), as follows:

*Ra*, *b* = 0 if *a ≠ b*; *Ra*, *a* = 1 if *a* = 0; *Ra*, *a* = −1 if *a ≠* 0.

This implies that the phase shifter operator, (2 − ), negates all the states except for |0>. It turns out that a quantum circuit with a phase shift operator, 2 − , that negates all the states except for |0> sandwiched between gates can implement the Grover diffusion operator *D*. We use **Lemma 3-1** to show that the Grover diffusion operator, *D* = 2 − = (2 − ) , is a unitary operator.

**Lemma 3-1**: The Grover diffusion operator, *D* = 2 − = (2 − ) , is a unitary operator.

**Proof**:

The outer product of the (2*n* × 1) vector with itself leads to a (2*n* × 2*n*) matrix *V* that is × = . Subtracting the identity matrix from the double of the (2*n* × 2*n*) matrix *V*, we obtain a new (2*n* × 2*n*) matrix *D*that is − = .

We assume that a (2*n* × 2*n*) matrix *D*+ is the conjugate transpose of *D*. We assume that *N* is equal to (1/2*n*). Because the transpose of *D* is equal to *D* and each element in the transpose of *D* is a real, the conjugate transpose of *D* is equal to *D*. Hence, we obtain *D*+ = *D*. Since (*D* × *D*+)*a*, *a* = ()2 + ()2 × (*N* − 1) = 1 and (*D* × *D*+)*a*, *b* = () × () + () × () + ()2 × (*N* − 2) = 0, we obtain *D* × *D*+ = . Because *D*+ = *D* and *D* × *D*+ = , we obtain *D*+ × *D* = *D* × *D*+ = . Because = () and = , we obtain *D* = 2 − = 2 − = 2 − = (2 − ) . From the statements above, it is at once inferred that the Grover diffusion operator, *D* = 2 − = (2 − ) is a unitary operator. ◼

**3.2.8 Implementing the Grover Diffusion Operator to Amplify the Amplitude of the Answer in an Instance of the Satisfiability Problem**

The new state vector |Φ5> is ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1> |q[3]1>)) (|q[2]0> |q[1]0>) (|q[0]0> − |q[0]1>)). It consists of two subsystem. The first subsystem is ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1> |q[3]1>)) and the second subsystem is (|q[2]0> |q[1]0>) (|q[0]0> − |q[0]1>)). The two subsystems are independent each other. Amplifying the amplitude of each answer in the satisfiability problem with the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 just needs to consider the first subsystem in the new state vector |Φ5>. Because for the satisfiability problem with the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 the (22 × 1) vector encodes the first subsystem of the new state vector |Φ5> and is a (22 × 22) diffusion operator, amplifying the amplitude of the answer is to complete × = . This is to say that the amplitude of the answer *x*11 *x*21 is one and the amplitude of other three possible choices *x*10 *x*20, *x*10 *x*21 and *x*11 *x*20 is all zero.

The quantum circuit in Figure 3.4 implements the Grover diffusion operator,
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Figure 3.4: The quantum circuit of implementing the Grover diffusion operator, (2 − ) , to an instance of the satisfiability problem with *F*(*x*1, *x*2) = *x*1 ∧ *x*2.

(2 − ) . The statements “h q[3];” and “h q[4];” from line *for*-

|  |
| --- |
| **Listing 3.1 continued…**  //We complete the amplitude amplification of the answer.   1. h q[3]; 2. h q[4]; |

*ty* through line *forty-one* in Listing 3.1 complete the first *H*⊗2 gate in the diffusion operator, (2 − ) . They takes ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1> |q[3]1>)) as their input and complete two Hadamard gates in the first time slot of Figure 3.4. State ( |q[4]0> |q[3]0>) is converted into state (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + |q[4]1> |q[3]1>). State ( |q[4]0> |q[3]1>) is converted into state (|q[4]0> |q[3]0> − |q[4]0> |q[3]1> + |q[4]1> |q[3]0> − |q[4]1> |q[3]1>). State ( |q[4]1> |q[3]0>) is converted into state (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> − |q[4]1> |q[3]0> − |q[4]1> |q[3]1>). State ( |q[4]1> |q[3]1>) is converted into state (|q[4]0> |q[3]0> − |q[4]0> |q[3]1> − |q[4]1> |q[3]0> + |q[4]1> |q[3]1>). This is to say that we obtain the following new state vector

|Φ6> = ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1> |q[3]1>)).

Next, from line forty-two through forty-three in Listing 3.1 the two statements “x q[3]” and “x q[4]” implement two ***NOT*** gates in the second time slot of Figure 3.4. They take ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1> |q[3]1>)) in the new state vector |Φ6> as their input. State ( |q[4]0> |q[3]0>) is converted into st-

|  |
| --- |
| **Listing 3.1 continued…**  // We complete phase shifters.   1. x q[3]; 2. x q[4]; |

ate (|q[4]1> |q[3]1>). State ( |q[4]0> |q[3]1>) is converted into state (|q[4]1> |q[3]0>). State ( |q[4]1> |q[3]0>) is converted into state (|q[4]0> |q[3]1>). State ( |q[4]1> |q[3]1>) is converted into state (|q[4]0> |q[3]0>). This indicates that we obtain the following new state vector

|Φ7> = ( ((−1) |q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + |q[4]1> |q[3]1>)).

Next, from line forty-four in Listing 3.1 the statement “h q[4];” implements one Hadamard gate in the third time slot of Figure 3.4. They take ( ((−1) |q[4]0> |q[3]0> +

|  |
| --- |
| **Listing 3.1 continued…**   1. h q[4]; |

|q[4]0> |q[3]1> + |q[4]1> |q[3]0> + |q[4]1> |q[3]1>)) in the new state vector |Φ7> as their input. State ( |q[4]0> |q[3]0>) is converted into state (|q[4]0> |q[3]0> + |q[4]1> |q[3]0>). State ( |q[4]0> |q[3]1>) is converted into state (|q[4]0> |q[3]1> + |q[4]1> |q[3]1>). State ( |q[4]1> |q[3]0>) is converted into state (|q[4]0> |q[3]0> − |q[4]1> |q[3]0>). State ( |q[4]1> |q[3]1>) is converted into state (|q[4]0> |q[3]1> − |q[4]1> |q[3]1>). This is to say that we obtain the following new state vector

|Φ8> = ( (|q[4]0> |q[3]1> − |q[4]1> |q[3]0>)).

Next, from the line forty-five in Listing 3.1 the statement “cx q[3],q[4];” implements one ***CNOT*** gate in the fourth time slot of Figure 3.4. They take (|q[4]0>

|  |
| --- |
| **Listing 3.1 continued…**   1. cx q[3],q[4]; |

|q[3]1> − |q[4]1> |q[3]0>) in the new state vector |Φ8> as their input. State ( |q[4]0> |q[3]1>) is converted into state ( |q[4]1> |q[3]1>). State ( |q[4]1> |q[3]0>) is converted into state ( |q[4]1> |q[3]0>). This indicates that we obtain the following new state vector

|Φ9> = ( (|q[4]1> |q[3]1> − |q[4]1> |q[3]0>)).

Next, from the line forty-six in Listing 3.1 the statement “h q[4];” implements one Hadamard gate in the fifth time slot of Figure 3.4. They take ( (|q[4]1> |q[3]1> − |q[4]1> |q[3]0>)) in the new state vector |Φ9> as their input. State ( |q[4]1> |q[3]1>) is

|  |
| --- |
| **Listing 3.1 continued…**   1. h q[4]; |

converted into state (|q[4]0> |q[3]1> − |q[4]1> |q[3]1>). State ( |q[4]1> |q[3]0>) is converted into state (|q[4]0> |q[3]0> − |q[4]1> |q[3]0>). This indicates that we obtain the following new state vector

|Φ10> = ((−1) |q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1>|q[3]1>).

Next, from the line forty-seven through line forty-eight in Listing 3.1 the two statements “x q[4];” and “x q[3];” implements two ***X*** (***NOT***) gates in the *sixth* time slot

|  |
| --- |
| **Listing 3.1 continued…**   1. x q[4]; 2. x q[3]; |

of Figure 3.4. They take ((−1) |q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1>|q[3]1>) in the new state vector |Φ10> as their input. State ( |q[4]0> |q[3]0>) is converted into state ( |q[4]1> |q[3]1>). State ( |q[4]0> |q[3]1>) is converted into state ( |q[4]1> |q[3]0>). State ( |q[4]1> |q[3]0>) is converted into state ( |q[4]0> |q[3]1>). State ( |q[4]1> |q[3]1>) is converted into state ( |q[4]0> |q[3]0>). This is to say that we obtain the following new state vector

|Φ11> = ((−1) |q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1>|q[3]1>).

Next, from line forty-nine in Listing 3.1, the statement “u3(2\*pi,0\*pi,0\*pi) q[3];” completes one u3(2\*pi,0\*pi,0\*pi) gate that is a (2 × 2) matrix in the s-

|  |
| --- |
| **Listing 3.1 continued…**   1. u3(2\*pi,0\*pi,0\*pi) q[3]; |

eventh time slot of Figure 3.4. It takes ((−1) |q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1>|q[3]1>) in the new state vector |Φ11> as its input. State ( |q[4]0> |q[3]0>) receives one phase (−1). State ( |q[4]0> |q[3]1>) receives one phase (−1). State ( |q[4]1> |q[3]0>) receives one phase (−1). State ( |q[4]1> |q[3]1>) receives one phase (−1). This indicates that we obtain the following new state vector

|Φ12> = ((−1 × −1) |q[4]0> |q[3]0> + (−1) |q[4]0> |q[3]1> + (−1) |q[4]1> |q[3]0> + (−1

× −1) |q[4]1>|q[3]1>)

= (|q[4]0> |q[3]0> + (−1) |q[4]0> |q[3]1> + (−1) |q[4]1> |q[3]0> + |q[4]1>|q[3]1>).

Those quantum gates from the *second* time slot through the seventh time slot of Figure 3.4 completes the phase shifter, (2 − ), in the Grover diffusion operator to an instance of the satisfiability problem with *F*(*x*1, *x*2) = *x*1 ∧ *x*2. Next, from the line fifty through line fifty-one in Listing 3.1 the two statements “h q[4];”

|  |
| --- |
| **Listing 3.1 continued…**   1. h q[4]; 2. h q[3]; |

and “h q[3];” implement two Hadamard gates in the eighth time slot of Figure 3.4. They complete the second *H*⊗2 gate in the diffusion operator, (2 − ) . They take (|q[4]0> |q[3]0> + (−1) |q[4]0> |q[3]1> + (−1) |q[4]1> |q[3]0> + |q[4]1>|q[3]1>) in the new state vector |Φ12> as their input. State ( |q[4]0> |q[3]0>) is converted into state ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + |q[4]1> |q[3]1>)). State ( |q[4]0> |q[3]1>) is converted into state ( (|q[4]0> |q[3]0> − |q[4]0> |q[3]1> + |q[4]1> |q[3]0> − |q[4]1> |q[3]1>)). State ( |q[4]1> |q[3]0>) is converted into state ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> − |q[4]1> |q[3]0> − |q[4]1> |q[3]1>)). State ( |q[4]1> |q[3]1>) is converted into state ( (|q[4]0> |q[3]0> − |q[4]0> |q[3]1> − |q[4]1> |q[3]0> + |q[4]1> |q[3]1>)). This is to say that we obtain the following new state vector

|Φ13> = |q[4]1>|q[3]1>.

Next, from line fifty-two in Listing 3.1 the statement “measure q[4] -> c[4];” is to measure the fifth quantum bit q[4] and to record the measurement outcome by overwriting the fifth classical bit c[4]. From line fifty-three in Listing 3.1 the statement “measure q[3] -> c[3];” is to measure the fourth quantum bit q[3] and to record the measurement outcome by overwriting the fourth classical bit c[3]. They complete the measurement from the ninth time slot through the tenth time slot of Figure 3.4.

|  |
| --- |
| **Listing 3.1 continued…**  // We complete the measurement of the answer.   1. measure q[4] -> c[4]; 2. measure q[3] -> c[3]; |

In the backend *ibmqx4* with five quantum bits in **IBM**’s quantum computers, we use the command “simulate” to execute the program in Listing 3.1. The measured result appears in Figure 3.5. From Figure 3.5, we obtain the answer 11000 (c[4] = q[4] = |1>, c[3] = q[3] = |1>, c[2] = q[2] = |0>, c[1] = q[1] = |0> and c[0] = q[0] = |0>) with the probability 1 (100%). This is to say that with the possibility 1 (100%) we obtain that the value of quantum bit q[3] is |1> and the value of quantum bit q[4] is |1>. For solving an instance of the satisfiability problem with *F*(*x*1, *x*2) = *x*1 ∧ *x*2 we use quantum bit q[3] to encode Boolean variable *x*1 and use quantum bit q[4] to encode Boolean variable *x*2. Therefore, the answer is to that the value of Boolean variable *x*1 is 1 (one) and the value of Boolean variable *x*2 is 1 (one).
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Figure 3.5: After the measurement to solve an instance of the satisfiability problem with *F*(*x*1, *x*2) = *x*1 ∧ *x*2 is completed, we obtain the answer 11000 with the probability 1 (100%).

**3.2.9 The Quantum Search Algorithm to the Satisfiability Problem**

A satisfiability problem has *n* Boolean variables and any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*). Any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*) is a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*. Each clause *Cj* for 1 ≤ *j* ≤ *m* is a formula of the form *x*1 ∨ *x*2 ∨ … *xn* − 1 ∨ *xn* for each Boolean variable *xk* to 1 ≤ *k* ≤ *n*. The question is to find values of each Boolean variable so that any given oracular function *Of*(*x*1 *x*2 …, *xn* − 1 *xn*) (the whole formula) has the value 1. We use the quantum search algorithm to find one of *M* solutions to the question, where 0 ≤ *M* ≤ 2*n*.

The quantum circuit in Figure 3.6 is to implement the quantum search algorithm to solve an instance of the satisfiability problem with *n* Boolean variables and *m* clauses. The first quantum register in the left top of Figure 3.6 is (). This is to say that the initial value of each quantum bit is |0>. The second quantum register in the left bottom of Figure 3.6 has (*m* × *n* + 2 × *m* + 1) quantum bits and is an auxiliary quantum register.
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Figure 3.6: Circuit of implementing the quantum search algorithm to solve an instance of the satisfiability problem with *n* Boolean variables and *m* clauses.

The initial value of each quantum bit in the second quantum register is |0> or |1> that is dependent on implementing a logical or operation or a logical and operation. The third quantum register in the left bottom of Figure 3.6 is ().

**3.2.10 The First Stage of the Quantum Search Algorithm to the Satisfiability Problem**

In Figure 3.6, the first stage of the quantum search problem to solve an instance of the satisfiability problem with *n* Boolean variables and *m* clauses is to use *n* Hadamardgates () to operate the first quantum register (). This indicates that it generates the superposition of *n* quantum bits that is () = (). Solution space of solving an instance of the satisfiability problem with *n* Boolean variables and *m* clauses is {*x*1 *x*2 … *xn* − 1 *xn* | ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*}. In the first stage of the quantum search algorithm, state () with the amplitude () encodes the *first* element *x*10 *x*20 … *xn*0 in solution space and so on with that state () with the amplitude () encodes the *last* element *x*11 *x*21 … *xn*1 in solution space. In the first stage of the quantum search algorithm, it uses one Hadamard gate to operate the third quantum register (). This is to say that it generates the superposition of the third quantum register () that is ().

**3.2.11 The Second Stage of the Quantum Search Algorithm to the Satisfiability Problem**

In Figure 3.6, the *second* stage of the quantum search algorithm to solve an instance of the satisfiability problem with *n* Boolean variables and *m* clauses is to complete the Oracle. The Oracle is to have the ability to *recognize* solutions in the satisfiability problem with *n* Boolean variables and *m* clauses. The Oracle is to multiply the probability amplitude of the answer(s) by −1 and leaves any other amplitude unchanged. Any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*) is a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*. Each clause *Cj* for 1 ≤ *j* ≤ *m* is a formula of the form *x*1 ∨ *x*2 ∨ … *xn* − 1 ∨ *xn* for each Boolean variable *xk* to 1 ≤ *k* ≤ *n*. Therefore, for implementing any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*), we need to complete (*m* × *n*) logical or operations and (*m*) logical and operations.

In oracle workspace in the second stage of the quantum search algorithm, we use auxiliary quantum bits |*rj, k*> for 1 ≤ *j* ≤ *m* and 0 ≤ *k* ≤ *n* to encode auxiliary Boolean variables *rj, k* for 1 ≤ *j* ≤ *m* and 0 ≤ *k* ≤ *n*. We use auxiliary quantum bits |*sj*> for 0 ≤ *j* ≤ *m* to encode auxiliary Boolean variables *sj* for 0 ≤ *j* ≤ *m*. Since we use auxiliary quantum bits |*rj,* 0> for 1 ≤ *j* ≤ *m* as the first operand of the first logical or operation (“∨”) in each clause, the initial value of each auxiliary quantum bit |*rj,* 0> for 1 ≤ *j* ≤ *m* is set to |0>. This implies that this setting does not change the correct result of the first logical or operation in each clause. We use a ***CCNOT*** gate and four ***NOT*** gates to implement each logical or operation in each clause. We apply auxiliary quantum bits |*rj, k*> for 1 ≤ *j* ≤ *m* and 1 ≤ *k* ≤ *n* to store the result of implementing the logical or operations in each clause. This is to say that each auxiliary quantum bit |*rj, k*> for 1 ≤ *j* ≤ *m* and 1 ≤ *k* ≤ *n* is actually the target bit of a ***CCNOT*** gate of implementing a logical or operation. Thus, the initial value of each auxiliary quantum bit |*rj, k*> for 1 ≤ *j* ≤ *m* and 1 ≤ *k* ≤ *n* is set to |1>.

We use an auxiliary quantum bit |*s*0> as the first operand of the first logical and operation (“∧”) in any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*) with a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*. The initial value of the auxiliary quantum bit |*s*0> is set to |1>. This is to say that this setting does not change the correct result of the first logical and operation in any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*) with a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*. We use a ***CCNOT*** gate to implement each logical and operation in any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*) with a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*. We apply auxiliary quantum bits |*sj*> for 1 ≤ *j* ≤ *m* to store the result of implementing the logical and operations in any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*) with a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*. This indicates that each auxiliary quantum bit |*sj*> for 1 ≤ *j* ≤ *m* is actually the target bit of a ***CCNOT*** gate of implementing a logical and operation. Therefore, the initial value of each auxiliary quantum bit |*sj*> for 1 ≤ *j* ≤ *m* is set to |0>.

A ***CCNOT*** gate and four ***NOT*** gate can implement a logical or operation. A ***CCNOT*** gate can implement a logical and operation. From Figure 3.1, implementing any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*) is to complete (*m* × *n*) logical or operations and (*m*) logical and operations. This is to say that implementing any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*) is to complete (*m* × *n* + *m*) ***CCNOT*** gates and (4 × *m* × *n*) ***NOT*** gates. Quantum bit |*sm*> is to store the result of implementing any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*). If the value to quantum bit |*sm*> is equal to |1>, then any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*) has the value 1 (one). Otherwise, it has the value 0 (zero).

We use one ***CNOT*** gate to multiply the probability amplitude of the answer(s) by −1 and to leave any other amplitude unchanged, where quantum bit () is the target bit of the ***CNOT*** gate and quantum bit (|*sm*>) is the control bit of the ***CNOT*** gate. When the value of the control bit (|*sm*>) is equal to (|1>), the target bit becomes () = (−1) (). This is to multiply the probability amplitude of the answer(s) by −1. When the value of the control bit (|*sm*>) is equal to (|0>), the target bit still is (). This is to leave any other amplitude unchanged.

Because quantum operations are reversible by nature, executing the reversed order of implementing any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*) can restore the auxiliary quantum bits to their initial states. This is to say that the second stage of the quantum search algorithm to solve the satisfiability problem with *n* Boolean variables and *m* clauses converts () into (). The cost of completing the Oracle in the second stage of the quantum search algorithm in Figure 3.6 is to implement (2 × (*m* × *n* + *m*)) ***CCNOT*** gates, (8 × *m* × *n*) ***NOT*** gates and one ***CNOT*** gate.

**3.2.12 The Third Stage of the Quantum Search Algorithm to the Satisfiability Problem**

In Figure 3.6, the *third* stage of the quantum search algorithm to solve an instance of the satisfiability problem with *n* Boolean variables and *m* clauses is to complete the Grover diffusion operator. Implementing the Grover diffusion operator is equivalent to implement (2 − ) . A phase shifter operator, (2 − ) negates all the states except for (). In Figure 3.6, the *third* stage of the quantum search problem is to use that the phase shift operator, 2 − , negates all the states except for () sandwiched between gates. This indicates that the *third* stage of the quantum search algorithm to solve an instance of the satisfiability problem with *n* Boolean variables and *m* clauses is to increase the amplitude of the answer(s) and to decrease the amplitude of the non-answer(s).

For solving an instance of the satisfiability problem with *n* Boolean variables and *m* clauses, we regard the Oracle and the Grover diffusion operator from the second stage through the third stage of the quantum search algorithm in Figure 3.6 as a subroutine. We call the subroutine as the *Grover iteration*. After repeat to execute the Grover iteration of O() times, the successful probability of measuring the answer(s) is at least (1/2). When the value of (*M* / *N*) is equal to (1 / 4), the successful probability of measuring the answer(s) is one (100%) with the Grover iteration of one time. This is the *best* case of the quantum search algorithm to solve an instance of the satisfiability problem with *n* Boolean variables and *m* clauses. When the value of *M* is equal to one, the successful probability of measuring the answer(s) is at least (1 / 2) with the Grover iteration of O() times. This is the *worst* case of the quantum search algorithm to solve an instance of the satisfiability problem with *n* Boolean variables and *m* clauses. This indicates that the quantum search algorithm to solve an instance of the satisfiability problem with *n* Boolean variables and *m* clauses only gives a quadratic speed-up.

**3.3 Introduction to the Maximal Clique Problem**

We assume that a graph *G* = (*V*, *E*) has *n* vertices and *θ* edges, where *V* is a set of vertices in *G* and *E* is a set of edges in *G*. For a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges, its *complementary* graph is to contain all edges missing in the *original* graph *G* = (*V*, *E*) with *n* vertices and *θ* edges. Therefore, we assume that its *complementary* graph  = (*V*, ) has *n* vertices and *m* edges in which each edge in is out of *E*, where *V* is a set of vertices in and is a set of edges in . This is to say that a graph *G* = (*V*, *E*) and its *complementary* graph = (*V*, ) has the same vertices and its *complementary* graph = (*V*, ) contains all edges missing in the *original* graph *G* = (*V*, *E*). In Figure 3.7a, the graph has three vertices {*v*1, *v*2, *v*3} and two edges {(*v*1, *v*2), (*v*1, *v*3)}. In Figure 3.7b, its *complementary* graph has the same three vertices {*v*1, *v*2, *v*3} and one edge {(*v*2, *v*3)} missing in the *original* graph in Figure 3.7a.
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Figure 3.7: (a) The graph has three vertices and two edges. (b) Its *complementary* graph has the same vertices and one edge missing in the *original* graph.

Mathematically, a *clique* for a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges is defined as a set of vertices in which every vertex is connected to every other vertex by an edge. This is to say that mathematically, a *clique* for a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges is a *complete* subgraph to *G*. For the graph with three vertices {*v*1, *v*2, *v*3} and two edges {(*v*1, *v*2), (*v*1, *v*3)} in Figure 3.7a, there are eight subsets of vertices. Eight subsets of vertices are subsequently {*v*1, *v*2, *v*3}, {*v*1, *v*2}, {*v*1, *v*3}, {*v*2, *v*3}, {*v*1}, {*v*2}, {*v*3} and an empty subset of vertices that is {}.

Any two vertices connected in the *complementary* graph with three vertices {*v*1, *v*2, *v*3} and one edge {(*v*2, *v*3)} in Figure 3.7b are disconnected in the *original* graph with three vertices {*v*1, *v*2, *v*3} and two edges {(*v*1, *v*2), (*v*1, *v*3)} in Figure 3.7a. This is to say that any two vertices connected in the *complementary* graph cannot be members of the same clique. Because the edge (*v*2, *v*3) in the *complementary* graph in Figure 3.7b connects the two vertices *v*2 and *v*3, eight subsets of vertices containing the two vertices *v*2 and *v*3 are not a clique. A subset of vertices {*v*1, *v*2, *v*3} contains the two vertices *v*2 and *v*3, so it is not a clique. Another subset of vertices {*v*2, *v*3} consists of the two vertices *v*2 and *v*3 and therefore it is not a clique. This indicates that other six subsets of vertices {*v*1, *v*2}, {*v*1, *v*3}, {*v*1}, {*v*2}, {*v*3} and an empty subset of vertices that is {} are all a clique.

The number of vertex to clique {*v*1, *v*2} and clique {*v*1, *v*3} is both two. The number of vertex to clique {*v*1}, clique {*v*2} and clique {*v*3} is all one. The number of vertex to clique {} that is an empty subset of vertices is zero. The *maximal* clique problem that is a **NP-complete** problemis to find a *maximum*-*sized* clique in the graph with three vertices {*v*1, *v*2, *v*3} and two edges {(*v*1, *v*2), (*v*1, *v*3)} in Figure 3.7a. Therefore, clique {*v*1, *v*2} and clique {*v*1, *v*3} are two *maximum*-*sized* cliques to solve the *maximal* clique problem for the graph with three vertices {*v*1, *v*2, *v*3} and two edges {(*v*1, *v*2), (*v*1, *v*3)} in Figure 3.7a. Because the quantum program of implementing this example uses more quantum bits that exceed five quantum bits in the backend *ibmqx4* with five quantum bits in **IBM**’s quantum computers, we just use this example to explain what the maximal clique problem is. Next, we give **Definition 3-3** to describe the maximal clique problem.

**Definition 3-3**: Mathematically, a *clique* for a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges is defined as a set of vertices in which every vertex is connected to every other vertex by an edge. The maximal clique problem to a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges is to find a *maximum*-*sized* clique in the graph *G* = (*V*, *E*) with *n* vertices and *θ* edges.

From **Definition 3-3**, all of the possible solutions to the clique problem of graph *G* with *n* vertices and θ edges consist of 2*n* possible choices. Every possible choice corresponds to a subset of vertices (a possible clique in *G*). Hence, we assume that a set *X* contains 2*n* possible choices and the set *X* is equal to {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*}. This is to say that the length of each element in {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*} is *n* bits and every element stands for one of 2*n* possible choices.

For the sake of presentation, we suppose that *xd*0 denotes the fact that the value of *xd* is zero and *xd*1 denotes the fact that the value of *xd* is one. If an element *x*1 *x*2 … *xn* − 1 *xn* in {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*} is a clique and the value of *xd* for 1 ≤ *d* ≤ *n* is one, then *xd*1 represents that the *d*th vertex is within the clique. If an element *x*1 *x*2 … *xn* − 1 *xn* in {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*} is a clique and the value of *xd* for 1 ≤ *d* ≤ *n* is zero, then *xd*0 stands for that the *d*th vertex is not within the clique.

From {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*}, the first element *x*10 *x*20 … *xn* − 10 *xn*0 encodes an empty set of vertices that is {}. The second element *x*10 *x*20 … *xn* − 10 *xn*1 encodes a set of vertices {*vn*}. The third element *x*10 *x*20 … *xn* − 11 *xn*0 encodes a set of vertices {*vn* − 1} and so on with that the last element *x*11 *x*21 … *xn* − 11 *xn*1 encodes a set of vertices {*v*1 *v*2 … *vn* − 1 *vn*}. We regard {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*} as an unsorted database containing 2*n* possible choices (2*n* possible cliques) to the maximal clique problem of graph *G* with *n* vertices and θ edges.

**3.3.1 Flowchart of Recognize Cliques to the Maximal Clique Problem**

From Definition 3-3, solving the clique problem for a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges and its complementary graph = (*V*, ) with *n* vertices and *m* edges in which each edge is out of *E* is to find a subset *V1* of vertices with size *r* that satisfies *V1* to be a maximum-sized clique in *G*. This indicates that all of the possible solutions are 2*n*subset of vertices in which each subset of vertices corresponds to a possible clique. Any two vertices connected in the *complementary* graph = (*V*, ) with *n* vertices and *m* edges are disconnected in the *original* graph with *G* = (*V*, *E*) with *n* vertices and *θ* edges. This is to say that any two vertices connected in the *complementary* graph cannot be members of the same clique.

If any one of 2*n* possible choices (cliques) does not include any edge inthe *complementary* graph , then it is a clique in the original graph *G*. Otherwise, it is not a clique in the original graph *G*. Boolean variables *xi*and *xj*encode vertices *vi* and *vj*for 1 ≤ *i* ≤ *n* and 1 ≤ *j* ≤ *n*. Inthe *complementary* graph , the *k*th edge is = (*vi* , *vj* )to 1 ≤ *k* ≤ *m*. The requested condition of deciding whether any one of 2*n* subsets of vertices does not include the *k*th edge = (*vi* , *vj* ) or not is to satisfy a formula of the form that is the true value, where is one **NAND** gate. We regard a formula of the form as a clause. When the value of Boolean variable *xi* is 1 (one) and the value of Boolean variable *xj* is 1 (one), the output (result) of implementing is 0 (zero). This indicates that each possible choice containing the two vertices *vi* and *vj* is not a clique. When the value of Boolean variable *xi* is 1 (one) and the value of Boolean variable *xj* is 0 (zero), the output (result) of implementing is 1 (one). This is to say that each possible choice consisting of vertex *vi* and not containing vertex *vj* is perhaps a clique. When the value of Boolean variable *xi* is 0 (zero) and the value of Boolean variable *xj* is 1 (one), the output (result) of implementing is 1 (one). This implies that each possible choice consisting of vertex *vj* and not containing vertex *vi* is perhaps a clique. When the value of Boolean variable *xi* is 0 (zero) and the value of Boolean variable *xj* is 0 (zero), the output (result) of implementing is 1 (one). This indicates that each possible choice not containing vertex *vi* and vertex *vj* is perhaps a clique.

The requested condition of checking whether any one of 2*n* subsets of vertices does not include *m* edges in the complementary graph or not is to satisfy a formula of the form () that is the true value. We regard a formula of the form () as a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*, where each clause *Cj* for 1 ≤ *j* ≤ *m* is a formula of the form to Boolean variables *xi*and *xj*for 1 ≤ *i* ≤ *n* and 1 ≤ *j* ≤ *n*. Any one of 2*n* subsets of vertices is a clique if finding values of each Boolean variable satisfy the whole formula has the value 1 (one). This is the same as finding values of each Boolean variable that make each clause have the value 1 (one).

Recognizing clique(s) is equivalent to implement a formula of the form (). Therefore, we need to make use of auxiliary Boolean variables *rk* for 1 ≤ *k* ≤ *m* and auxiliary Boolean variables *sk* for 0 ≤ *k* ≤ *m*. We use ***CCNOT*** gates to implement the only ***NAND*** gate () in each clause and we apply auxiliary Boolean variables *rk* for 1 ≤ *k* ≤ *m* to store the result of implementing the only ***NAND*** gate () in each clause. This is to say that each auxiliary Boolean variable *rk* for 1 ≤ *k* ≤ *m* is actually the target bit of a ***CCNOT*** gate of implementing a ***NAND*** gate (). Hence, the initial value of each auxiliary Boolean variable *rk* for 1 ≤ *k* ≤ *m* is set to one (1).

We make use of an auxiliary Boolean variable *s*0 as the first operand of the first logical and operation (“∧”) in a Boolean formula of the form (). The initial value of the auxiliary Boolean variable *s*0 is set to one (1). This is to say that this setting does not change the correct result of the first logical and operation in (). We apply ***CCNOT*** gates to implement the logical and operations in () and we use auxiliary Boolean variables *sk* for 1 ≤ *k* ≤ *m* to store the result of implementing the logical and operations in (). This indicates that each auxiliary Boolean variable *sk* for 1 ≤ *k* ≤ *m* is actually the target bit of a ***CCNOT*** gate of implementing a logical and operation. Therefore, the initial value of each auxiliary Boolean variable *sk* for 1 ≤ *k* ≤ *m* is set to zero (0).

Figure 3.8 is to flowchart of recognizing cliques to the maximal clique problem for a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges and its complementary graph = (*V*, ) with *n* vertices and *m* edges. In Figure 3.8, in statement *S*1, it sets the index variable *k* of the first loop to one (1). Next, in statement *S*2, it executes the conditional judgement of the first loop. If the value of *k* is less than or equal to the value of *m*, then *next executed* instruction is statement *S*3. Otherwise, in statement *S*6, it executes an *End* instruction to terminate the task that is to find values of each Boolean variable so that the whole formula has the value 1 and this is the same as finding values of each Boolean variable that make each clause have the value 1.
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Figure 3.8: Flowchart of recognizing cliques to the maximal clique problem for a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges and its complementary graph = (*V*, ) with *n* vertices and *m* edges.

In statement *S*3, it implements a ***NAND*** gate “*rk ←* ”. Boolean variables *xi* and *xj* respectively encode vertex *vi* and vertex *vj* that are connected by the *k*th edge in the complementary graph = (*V*, ) with *n* vertices and *m* edges. Boolean variable *rk* stores the result of implementing () (the *k*th ***NAND*** gate). Next, in statement *S*4, it executes a logical and operation “*sk ← rk* ∧ *sk* − 1” that is the *kth* clause in (). Boolean variable *rk* stores the result of implementing the *k*th ***NAND*** gate and is the first operand of the logical and operation. Boolean variable *sk* − 1 is the second operand of the logical and operation and stores the result of the previous logical and operation. Next, in statement *S*5, it increases the value of the index variable *k* to the first loop. Repeat to execute statement *S*2 through statement *S*5 until in statement *S*2 the conditional judgement becomes a *false* value. From Figure 3.8, the total number of ***NAND*** gate is *m* ***NAND*** gates. The total number of logical and operation is *m* ***AND*** gates (logical and operations). Therefore, the cost of recognizing clique(s) is to implement *m* ***NAND*** gates and *m* ***AND*** gates.

**3.3.2 Flowchart of Computing the Number of Vertex in Each Clique to the Maximal Clique Problem**

For a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges and its complementary graph = (*V*, ) with *n* vertices and *m* edge, solution space of the maximal clique problem is 2*n* subsets of vertices. We use {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*} to encode 2*n* subsets of vertices. After each element encoding one subset of vertices in {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*} completes each operation in Figure 3.8, Boolean variable *sm* stores the result of deciding whether it is a clique or not. If the value of Boolean variable *sm* is equal to 1 (one), then it is a clique. Otherwise, it is not a clique.

For computing the number of vertex, we need auxiliary Boolean variables *zi*+1, *j* and *zi*+1, *j*+1 for 0 ≤ *i* ≤ *n* − 1 and 0 ≤ *j* ≤ *i*. Auxiliary Boolean variables *zi*+1, *j* and *zi*+1, *j*+1 for 0 ≤ *i* ≤ *n* − 1 and 0 ≤ *j* ≤ *i* are set to the initial value 0 (zero). Boolean variable *zi*+1, *j*+1 for 0 ≤ *i* ≤ *n* − 1 and 0 ≤ *j* ≤ *i* is to store the number of vertex in a clique after figuring out the influence of Boolean variable *xi* + 1 that encodes the (*i* + 1)th vertex to the number of ones (vertices). If the value of Boolean variable *zi*+1, *j*+1 for 0 ≤ *i* ≤ *n* − 1 and 0 ≤ *j* ≤ *i* is equal to 1 (one), then this indicates that there are (*j* + 1) ones (vertices) in the clique. Boolean variable *zi*+1, *j* for 0 ≤ *i* ≤ *n* − 1 and 0 ≤ *j* ≤ *i* is to store the number of vertex in a clique after figuring out the influence of Boolean variable *xi* + 1 that encodes the (*i* + 1)th vertex to the number of ones (vertices). If the value of Boolean variable *zi*+1, *j* for 0 ≤ *i* ≤ *n* − 1 and 0 ≤ *j* ≤ *i* is equal to 1 (one), then this is to say that there are *j* ones (vertices) in the clique.

In a clique, Boolean variable *x*1 encodes the *first* vertex *v*1. If the value of Boolean variable *x*1 is equal to 1 (one), then the first vertex *v*1 is within the clique and it increases the number of vertex to the clique. If the value of Boolean variable *x*1 is equal to 0 (zero), then the first vertex *v*1 is not within the clique and it reserves the number of vertex to the clique. Therefore, the influence of Boolean variable *x*1 to increase the number of vertex to a clique is to satisfy the formula (*sm* ∧ *x*1) that is the true value. Similarly, the influence of Boolean variable *x*1 to reserve the number of vertex to a clique is to satisfy the formula (*sm* ∧ ) that is the true value.

In a clique, Boolean variable *xi* + 1 encodes the (*i* + 1)th vertex *vi* + 1 for 1 ≤ *i* ≤ *n* – 1. If the value of Boolean variable *xi* + 1 is equal to 1 (one), then the (*i* + 1)th vertex *vi* + 1 is within the clique and it increases the number of vertex to the clique. If the value of Boolean variable *xi* + 1 is equal to 0 (zero), then the (*i* + 1)th vertex *vi* + 1 is not within the clique and it reserves the number of vertex to the clique. Therefore, the influence of Boolean variable *xi* + 1 to increase the number of vertex to a clique that has currently has *j* vertices is to satisfy the formula (*xi* + 1 ∧ *zi*, *j*) that is the true value. Similarly, the influence of Boolean variable *xi* + 1 to reserve the number of vertex to a clique that has currently has *j* vertices is to satisfy the formula ( ∧ *zi*, *j*) that is the true value.

Figure 3.9 is the logical flowchart of counting the number of vertex in each clique to the maximal clique problem for a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges and its complementary graph = (*V*, ) with *n* vertices and *m* edges. In Figure 3.9, in statement *S*1, it implements a logical and operation “*z*1,1 ← *sm* ∧ *x*1” that is one ***AND***  gate. Boolean variable *z*1, 1 stores the result of implementing one ***AND*** gate (*sm* ∧ *x*1). If the value of Boolean variable *z*1, 1 is equal to 1 (one), then it increases the number of vertex so that the number of vertex in each clique with the first vertex *v*1 is one. Next, in statement *S*2, it implements a logical and operation “*z*1,0 ← *sm* ∧ ” that is one ***AND*** gate (*sm* ∧ ). Boolean variable *z*1, 0 stores the result of implementing one ***AND*** gate (*sm* ∧ ). If the value of Boolean variable *z*1, 0 is equal to 1 (one), then it reserves the number of vertex so that the number of vertex in each clique *without* the first vertex *v*1 is zero.

Next, in statement *S*3, it sets the index variable *i* of the first loop to one. Next, in st-
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Figure 3.9: Flowchart of computing the number of vertex in each clique to the maximal clique problem for a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges and its complementary graph = (*V*, ) with *n* vertices and *m* edges.

atement *S*4, it executes the conditional judgement of the first loop. If the value of *i* is less than or equal to the value of (*n* −1), then *next executed* instruction is statement *S*5. Otherwise, in statement *S*11, it executes an *End* instruction to terminate the task that is to count the number of vertex in each clique. In statement *S*5, it sets the index variable *j* of the second loop to the value of the index variable *i* in the first loop. Next, in statement *S*6, it executes the conditional judgement of the *second* loop. If the value of *j* is greater than or equal to zero, then next executed instruction is statement *S*7. Otherwise, next executed instruction is statement *S*10.

In statement *S*7, it implements a logical and operation “*zi+*1*, j*+1← *xi*+1∧ *zi, j*” that is one ***AND*** gate. Boolean variable *xi*+1encodes the (*i* + 1)th vertex and is the first operand of the logical and operation. Boolean variable *zi, j* is the second operand of the logical and operation. Boolean variable *zi, j* stores the number of vertex in a clique after figuring out the influence of Boolean variable *xi* that encodes the *i*th vertex to the number of ones (vertices). If the value of Boolean variable *zi*, *j* is equal to 1 (one), then this indicates that there are *j* ones (vertices) in the clique. Boolean variable *zi+*1*, j*+1stores the result of implementing the logical and operation “*zi+*1*, j*+1← *xi*+1∧ *zi, j*”. This is to say that Boolean variable *zi*+1, *j*+1 stores the number of vertex in a clique after figuring out the influence of Boolean variable *xi* + 1 that encodes the (*i* + 1)th vertex to the number of ones (vertices). If the value of Boolean variable *zi*+1, *j*+1 is equal to 1 (one), then this implies that there are (*j* + 1) ones (vertices) in the clique.

Next, in statement *S*8, it implements a logical and operation “*zi+*1*, j* ← ∧ *zi, j*” that is one ***AND*** gate. Boolean variable *xi*+1encodes the (*i* + 1)th vertex and its negation is the first operand of the logical and operation. Boolean variable *zi, j* is the second operand of the logical and operation. Boolean variable *zi, j* stores the number of vertex in a clique after figuring out the influence of Boolean variable *xi* that encodes the *i*th vertex to the number of ones (vertices). If the value of Boolean variable *zi*, *j* is equal to 1 (one), then this is to say that there are *j* ones (vertices) in the clique. Boolean variable *zi+*1*, j* stores the result of implementing the logical and operation “*zi+*1*, j* ← ∧ *zi, j*”. This indicates that Boolean variable *zi*+1, *j* stores the number of vertex in a clique after figuring out the influence of Boolean variable *xi* + 1 that encodes the (*i* + 1)th vertex to the number of ones (vertices). If the value of Boolean variable *zi*+1, *j* is equal to 1 (one), then this is to say that there are *j* ones (vertices) in the clique.

Next, in statement *S*9, it decreases the value of the index variable *j* in the second loop. Repeat to execute statement *S*6 through statement *S*9 until in statement *S*6 the conditional judgement becomes a *false* value. Next, in statement *S*10, it increases the value of the index variable *i* in the first loop. Repeat to execute statement *S*4 through statement *S*10 until in statement *S*4 the conditional judgement becomes a *false* value. When in statement *S*4 the conditional judgement becomes a *false* value, next executed statement is statement *S*11. In statement *S*11, it executes an *End* instruction to terminate the task that is to count the number of vertex in each clique. The cost of one time to complete each operation in Figure 3.9 is to implement (*n* × (*n* +1)) ***AND*** gates and () ***NOT*** gates. This is to say that the cost of counting the number of vertex to a clique is to implement (*n* × (*n* +1)) ***AND*** gates and () ***NOT*** gates. Therefore, for counting the number of vertex in all cliques, the cost is to implement (2*n* × *n* × (*n* +1)) ***AND*** gates and (2*n* × ) ***NOT*** gates.

**3.3.3 Data Dependence Analysis for the Maximal Clique Problem**

A data dependence arises from two statements that read or write the same memory. *Data dependence analysis* is to decide whether to *reorder* or *parallelize* statements is safe or not. In a maximal clique problem for a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges and its complementary graph = (*V*, ) with *n* vertices and *m* edges, it contains 2*n* subsets of vertices (2*n* possible choices). We use a set {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*} to encode 2*n* subsets of vertices. In the set {*x*1 *x*2 … *xn* − 1 *xn*| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*}, the first element *x*10 *x*20 … *xn* − 10*xn*0 encodes an empty subset without any vertex. The second element *x*10 *x*20 … *xn* − 10*xn*1 encodes {*vn*}. The third element *x*10 *x*20 … *xn* − 11*xn*0 encodes {*vn* − 1} and so on with that the last element *x*11 *x*21 … *xn* − 11*xn*1 encodes {*v*1 *v*2 … *vn* − 1 *vn*} that contains each vertex. Each element needs to implement those operations in Figure 3.8 and Figure 3.9. Each element needs to use *m* auxiliary Boolean variables *rk* for 1 ≤ *k* ≤ *m*, (*m* + 1) auxiliary Boolean variables *sk* for 0 ≤ *k* ≤ *m* and ((*n* × (*n* + 3)) / 2) auxiliary Boolean variables *zi*+1, *j* and *zi*+1, *j*+1 for 0 ≤ *i* ≤ *n* − 1 and 0 ≤ *j* ≤ *i*. Because 2*n* subsets of vertices (2*n* inputs) implement those instructions from Figure 3.8 through Figure 3.9 not to access or modify the same input and the same auxiliary Boolean variables, we can *parallelize* them without any error.

Let us consider another graph in Figure 3.10a and its complementary graph in Figure 3.10b. In Figure 3.10a, the graph has two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)}. In Figure 3.10b, its *complementary* graph has the same two vertices {*v*1, *v*2} and no edge missing in the *original* graph in Figure 3.10a. For the graph in Figure 3.10a with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} and its complementary graph in Figure 3.10b with the same two vertices {*v*1, *v*2} and no edge, solving the maximal clique problem is to find a subset *V1* of vertices with size *r* that satisfies *V1* to be a maximum-sized clique. This is to say that the value of *n* is equal to two, the value of *θ* is equal to one and the value of *m* is equal to zero.
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1. (b)

Figure 3.10: (a) The graph has two vertices and one edge. (b) Its *complementary* graph has the same vertices and no edge missing in the *original* graph.

We regard the maximal clique problem for the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a as a search problem. Any given oracular function *Of* is to implement those instructions from Figure 3.8 to Figure 3.9 to recognize the maximal clique(s). Its domain is {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2} to encode 22 subsets of vertices. In the domain {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2}, the first element *x*10 *x*20 encodes an empty subset without vertex. The second element *x*10 *x*21 encodes {*v*2}. The third element *x*11 *x*20 encodes {*v*1}. The fourth element *x*11 *x*21 encodes {*v*1, *v*2}.

From the domain {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2}, there are four inputs *x*10 *x*20, *x*10 *x*21, *x*11 *x*20 and *x*11 *x*21. Because the value of *m* is equal to zero, there is no edge in its complementary graph in Figure 3.10b. Therefore, each input does not need to implement those instructions in Figure 3.8. Each input is a clique. This indicates that an empty subset {}, {*v*2}, {*v*1} and {*v*1, *v*2} are all cliques. Next, for computing the number of vertex in each clique, each input needs to implement “*z*1,1 ← *s*01 ∧ *x*1”, “*z*1,0 ← *s*01 ∧ ”, “*z*2*,* 2← *x*2∧ *z*1,1”, “*z*2*,*1← ∧ *z*1*,*1”, “*z*2*,* 1← *x*2∧ *z*1,0” and “*z*2*,*0← ∧ *z*1*,*0” in Figure 3.9. After each input completes six instructions above, the input *x*11 *x*21 has the result *z*2*,* 21 and other inputs *x*10 *x*20, *x*10 *x*21 and *x*11 *x*20 have the same result *z*2*,* 20. Because Boolean variable *z*2*,* 21 indicates that the input *x*11 *x*21 encodes {*v*1, *v*2} to be the maximal clique, the answer is to {*v*1, *v*2} and the number of vertex in the answer is two. Because 22 subsets of vertices implement six instructions above not to access or modify the same input and the same auxiliary Boolean variable, we can *parallelize* them without any error.

**3.3.4 Solution Space of Solving an Instance of the Maximal Clique Problem**

In the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a, an empty subset {}, {*v*2}, {*v*1} and {*v*1, *v*2} are all cliques. The maximal clique problem to the graph in Figure 3.10a is to find a maximum-sized clique in which the number of vertex is two. Implementing the instruction “*z*1,1 ← *s*01 ∧ *x*1” is equivalent to implement the instruction “*z*1,1 ← *x*1” in which Boolean variable *z*1,1 actually stores the value of *x*1. Therefore, implementing the instruction “*z*2*,* 2← *x*2∧ *z*1,1” is equivalent to implement the instruction “*z*2*,* 2← *x*2∧ *x*1”. So, any given oracular function *Of* to recognize a maximal-sized clique for the graph in Figure 3.10a is to implement the instruction “*z*2*,* 2← *x*2∧ *x*1”. Its domain is {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2} and its range is {0, 1}.

We regard its domain as its solution space in which there are four possible choices that satisfy *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 = 1. We make use of a basis {(1, 0, 0, 0), (0, 1, 0, 0), (0, 0, 1, 0), (0, 0, 0, 1)} of the four-dimensional Hilbert space to construct solution space {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2}. We use (1, 0, 0, 0) to encode Boolean variable *x*10and Boolean variable *x*20 that represent an empty clique {} without any vertex. Next, we apply (0, 1, 0, 0) to encode Boolean variable *x*11and Boolean variable *x*20 that represent a clique {*v*1}. We make use of (0, 0, 1, 0) to encode Boolean variable *x*10and Boolean variable *x*21 that represent a clique {*v*2}. Finally, we apply (0, 0, 0, 1) to encode Boolean variable *x*11and Boolean variable *x*21 that represent the maximal clique {*v*1, *v*2}.

We use a linear combination of each element in the basis that is × (1, 0, 0, 0) + × (0, 1, 0, 0) + × (0, 0, 1, 0) + × (0, 0, 0, 1) = (, , , ) to construct solution space {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2}. The amplitude of each possible choice is all and the sum to the square of the absolute value of each amplitude is one. The length of the vector is one, so it is a unit vector. This indicates that we make use of a unit vector to encode all of the possible choices that satisfy *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2. We call the square of the absolute value of each amplitude as the cost (the successful probability) of that choice that satisfies the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2. The cost (the successful probability) of the answer(s) is close to one as soon as possible.

**3.3.5 Implementing Solution Space of Solving an Instance of the Maximal Clique Problem**

In Listing 3.2, the program in the backend *ibmqx4* with five quantum bits in **IBM**’s quantum computer is to solve an instance of the maximal clique problem to the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a. Because the given oracular function of recognizing the maximal clique(s) is *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2, in Listing 3.2, we introduce how to write a quantum program to find values of each Boolean variable so that the whole formula has the value 1. Figure 3.11 is the quantum circuit of constructing solution space to the question. The statement “OPENQASM 2.0;”

|  |
| --- |
| 1. OPENQASM 2.0; 2. include "qelib1.inc"; 3. qreg q[5]; 4. creg c[5]; 5. x q[0]; 6. h q[3]; 7. h q[4]; 8. h q[0]; |

Listing 3.2: The program of solving an instance of the maximal clique problem to the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a.

on line one of Listing 3.2 is to point out that the program is written with version 2.0 of Open QASM. Next, the statement “include "qelib1.inc";” on line two of Listing 3.2 is to continue parsing the file “qelib1.inc” as if the contents of the file were pasted at the location of the include statement, where the file “qelib1.inc” is **Quantum Experience (QE) Standard Header** and the path is specified relative to the current working directory.
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Figure 3.11: The quantum circuit of constructing solution space to an instance of the maximal clique problem to the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a.

Next, the statement “qreg q[5];” on line three of Listing 3.2 is to declare that in the program there are five quantum bits. In the left top of Figure 3.11, five quantum bits are respectively q[0], q[1], q[2], q[3] and q[4]. The initial value of each quantum bit is set to |0>. We apply quantum bit q[3] to encode Boolean variable *x*1. We use quantum bit q[4] to encode Boolean variable *x*2. We make use of quantum bit q[2] to encode auxiliary Boolean variable *z*2, 2. We apply quantum bit q[0] as an auxiliary working bit. We do not use quantum bit q[1].

For the convenience of our explanation, q[k]0 for 0 ≤ *k* ≤ 4 is to represent the value 0 of q[k] and q[k]1 for 0 ≤ *k* ≤ 4 is to represent the value 1 of q[k]. Similarly, for the convenience of our explanation, an initial state vector of constructing solution space to an instance of the maximal clique problem in the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a is as follows:

|α0> = |q[4]0> |q[3]0> |q[2]0> |q[1]0> |q[0]0> = |0> |0> |0> |0> |0> = |00000>.

Next, the statement “creg c[5];” on line four of Listing 3.2 is to declare that there are five classical bits in the program. In the left bottom of Figure 3.11, five classical bits are subsequently c[0], c[1], c[2], c[3] and c[4]. The initial value of each classical bit is set to 0.

Next, the three statements “x q[0];”, “h q[3];” and “h q[4];” on line five through seven of Listing 3.2 is to complete one ***X*** gate (one ***NOT*** gate) and two Hadamard gates of the *first* time slot of the quantum circuit in Figure 3.11. The statement “x q[0];” actually implements × = = (|1>). This is to say that the statement “x q[0];” on line five of Listing 3.2 inverts |q[0]0> (|0>) into |q[0]1> (|1>). The two statements “h q[3];” and “h q[4];” both actually run × = = = ( + ) = (|0> + |1>). This implies that converting q[3] from one state |0> to another state (|0> + |1>) (its superposition) and converting q[4] from one state |0> to another state (|0> + |1>) (its superposition) are implemented. Thus, the superposition of the two quantum bits q[4] and q[3] is ( (|0> + |1>)) ( (|0> + |1>)) = (|0> |0> + |0> |1> + |1> |0> + |1> |1>) = (|00> + |01> + |10> + |11>). Since in the *first* time slot of the quantum circuit in Figure 3.11 there is no quantum gate to act on quantum bits q[2] and q[1], their current states |q[2]0> and |q[1]0> are not changed. This indicates that we obtain the following new state vector

|α1> = ( (|q[4]0> + |q[4]1>)) ( (|q[3]0> + |q[3]1)) (|q[2]0> |q[1]0> |q[0]1>)

= (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + |q[4]1> |q[3]1>) (|q[2]0>

|q[1]0> |q[0]1>)

= (|0> |0> + |0> |1> + |1> |0> + |1> |1>) (|0> |0>|1>).

Then, the statement “h q[0];” on line *eight* of Listing 3.2 is to execute one Hadamard gate of the *second* time slot of the quantum circuit in Figure 3.11. The statement “h q[0];” actually implements × = = = ( − ) = (|0> − |1>). This implies that converting q[0] from one state |1> to another state (|0> − |1>) (its superposition) is performed. Because in the *second* time slot of the quantum circuit in Figure 3.11 there is no quantum gate to act on quantum bits q[4] through q[1], their current states are not changed. This is to say that we obtain the following new state vector

|α2> = ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + |q[4]1> |q[3]1>)) (|q[2]0>

|q[1]0>) (|q[0]0> − |q[0]1>))

= ( (|0> |0> + |0> |1> + |1> |0> + |1> |1>)) (|0> |0>) (|0> − |1>)).

In the new state vector |α2>, state |q[4]0> |q[3]0> encodes Boolean variable *x*10 and Boolean variable *x*20 that represent a possible choice without any vertex. State |q[4]0> |q[3]1> encodes Boolean variable *x*11 and Boolean variable *x*20 that represent a possible choice with the *first* vertex *v*1. State |q[4]1> |q[3]0> encodes Boolean variable *x*10 and Boolean variable *x*21 that represent a possible choice with the *second* vertex *v*2. State |q[4]1> |q[3]1> encodes Boolean variable *x*11 and Boolean variable *x*21 that represent a possible choice with the two vertices *v*1 and *v*2. The amplitude of each possible choice is and the cost (the successful possibility) of becoming the answer(s) to each possible choice is the same and is equal to = 1/4.

**3.3.6 The Oracle to an Instance of the Maximal Clique Problem**

For solving the maximal clique problem of the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a, the Oracle is to have the ability to *recognize* the maximal-sized clique(s). The Oracle is to multiply the probability amplitude of the maximal-sized clique(s) by −1 and leaves any other amplitude unchanged. Since the given oracular function of recognizing the maximal-sized clique(s) is *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2, the Oracle to solve an instance of the maximal clique problem is a (22 × 22) matrix *B* that is equal to .

We suppose that a (22 × 22) matrix *B*+ is the conjugate transpose of matrix *B*. The transpose of matrix *B* is equal to *itself* (matrix *B*) and each element in the transpose of matrix *B* is a real, so the conjugate transpose of matrix *B* is also equal to itself (matrix *B*). Therefore, we obtain *B*+ = *B*. Because matrix *B* and its conjugate transpose *B*+ are almost a (22 × 22) identity matrix, *B* × *B*+ = , and *B*+ × *B* = . Hence, we get *B* × *B*+ = *B*+ × *B*. This indicates that it is a unitary matrix (operator) to solve an instance of the maximal clique problem in the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} with the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2. Implementing the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 that recognizes solution(s) in an instance of the maximal clique problem is equivalent to implement the Oracle that is × = = × + × + × + × = |00> + |01> + |10> + |11>.

Four computational basis vectors , , and encode four states |00> (|q[4]0> |q[3]0>), |01> (|q[4]0> |q[3]1>), |10> (|q[4]1> |q[3]0>) and |11> (|q[4]1> |q[3]1>) and their current amplitudes are respectively , , and ). State |00> (|q[4]0> |q[3]0>) with the amplitude () encodes Boolean variable *x*10 and Boolean variable *x*20 that represent a possible choice without any vertex. State |01> (|q[4]0> |q[3]1>) with the amplitude () encodes Boolean variable *x*11 and Boolean variable *x*20 that represent a possible choice with the first vertex *v*1. State |10> (|q[4]1> |q[3]0>) with the amplitude () encodes Boolean variable *x*10 and Boolean variable *x*21 that represent a possible choice with the second vertex *v*2. State |11> (|q[4]1> |q[3]1>) with the amplitude () encodes Boolean variable *x*11 and Boolean variable *x*21 that represent the maximal-sized clique with the two vertices *v*1 and *v*2. This indicates that the Oracle multiplies the probability amplitude of the maximal-sized clique with the two vertices *v*1 and *v*2 by −1 and leaves any other amplitude unchanged.

**3.3.7 Implementing the Oracle to an Instance of the Maximal Clique Problem**

We apply one ***CCNOT*** gate to run the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 that recognizes the maximal-sized clique(s) to the maximal clique problem in the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a. We make use of quantum bit q[3] to encode Boolean variable *x*1, we use quantum bit q[4] to encode Boolean variable *x*2 and we apply quantum bit q[2] to encode Boolean variable *z*2, 2. Therefore, quantum bits q[3], q[4], q[2] are subsequently the first control bit, the second control bit and the target bit of the ***CCNOT*** gate. We make use of the ***CCNOT*** gate to implement a logical and operation, so the initial value to quantum bit q[2] is set to |0>.

From line *nine* through line *twenty-three* in Listing 3.2, there are the fifteen statements. They are subsequently “h q[2];”, “cx q[4],q[2];”, “tdg q[2];”, “cx q[3],q[2];”,

|  |
| --- |
| **Listing 3.2 continued…**  // We use the following *fifteen* statements to implement a ***CCNOT*** gate.   1. h q[2]; 2. cx q[4],q[2]; 3. tdg q[2]; 4. cx q[3],q[2]; 5. t q[2]; 6. cx q[4],q[2]; 7. tdg q[2]; 8. cx q[3],q[2]; 9. t q[4]; 10. t q[2]; 11. cx q[3],q[4]; 12. h q[2]; 13. t q[3]; 14. tdg q[4]; 15. cx q[3], q[4]; |

“t q[2];”, “cx q[4],q[2];”, “tdg q[2];”, “cx q[3],q[2];”, “t q[4];”, “t q[2];”, “cx q[3],q[4];”, “h q[2];”, “t q[3];”, “tdg q[4];” and “cx q[3], q[4];”. They complete the ***CCNOT*** gate that implements the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 that recognizes the maximal-sized clique(s) to the maximal clique problem in the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a. Figure 3.12 is the quantum circuit of implementing the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 that recognizes the maximal-sized clique(s) to the maximal clique problem in the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a.
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Figure 3.12: The quantum circuit of implementing the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 that recognizes the maximal-sized clique(s) to the maximal clique problem in the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a.

They take the state vector |α2> = ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + |q[4]1> |q[3]1>)) (|q[2]0> |q[1]0>) (|q[0]0> − |q[0]1>)) as their input. After they actually perform six ***CNOT*** gates, two Hadamard gates, three ***T***+ gates and four ***T*** gates from the *first* time slot through the *eleventh* time slot in Figure 3.12, we gain the following new state vector

|α3> = ( (|q[4]0> |q[3]0> |q[2]0> + |q[4]0> |q[3]1> |q[2]0> + |q[4]1> |q[3]0> |q[2]0> +

|q[4]1> |q[3]1> |q[2]1>)) (|q[1]0>) (|q[0]0> − |q[0]1>))

= ( (|0> |0> |0> + |0> |1> |0> + |1> |0> |0> + |1> |1> |1>)) (|0>) (|0> − |1>)).

Then, from line *twenty-four* in Listing 3.2, the statement “cx q[2],q[0];” takes the new state vector |α3> as its input. It multiplies the probability amplitude of the answer

|  |
| --- |
| **Listing 3.2 continued…**  // The Oracle multiplies the probability amplitude of the maximal-sized clique {*v*1, // *v*2} by −1 and leaves any other amplitude unchanged.   1. cx q[2],q[0]; |

|q[4]1> |q[3]1> encoding the maximal-sized clique {*v*1, *v*2} by −1 and leaves any other amplitude unchanged. This implies that after the statement “cx q[2],q[0];” completes the ***CNOT*** gate in the *twelfth* time slot in Figure 3.12, we get the following new state vector

|α4> = ( (|q[4]0> |q[3]0> |q[2]0> + |q[4]0> |q[3]1> |q[2]0> + |q[4]1> |q[3]0> |q[2]0> +

(−1) |q[4]1> |q[3]1> |q[2]1>)) (|q[1]0>) (|q[0]0> − |q[0]1>))

= ( (|0> |0> |0> + |0> |1> |0> + |1> |0> |0> + (−1) |1> |1> |1>)) (|0>) (|0> −

|1>)).

Since quantum operations are reversible by nature, executing the reversed order of implementing the ***CCNOT*** gate can restore the auxiliary quantum bits to their initial states. From line *twenty-five* through line *thirty-nine* in Listing 3.2, there are the *fifteen* statements. They are “cx q[3],q[4];”, “tdg q[4];”, “t q[3];”, “h q[2];”, “cx q[3],q[4];”, “t q[2];”, “t q[4];”, “cx q[3],q[2];”, “tdg q[2];”, “cx q[4],q[2];”, “t q[2];”, “cx q[3],q[2];”, “tdg q[2];”, “cx q[4],q[2];” and “h q[2];”. They run the reversed order of implementing

|  |
| --- |
| **Listing 3.2 continued…**  // Because quantum operations are reversible by nature, executing the reversed  // order of implementing the ***CCNOT*** gate can restore the auxiliary quantum bits  // to their initial states.   1. cx q[3],q[4]; 2. tdg q[4]; 3. t q[3]; 4. h q[2]; 5. cx q[3],q[4]; 6. t q[2]; 7. t q[4]; 8. cx q[3],q[2]; 9. tdg q[2]; 10. cx q[4],q[2]; 11. t q[2]; 12. cx q[3],q[2]; 13. tdg q[2]; 14. cx q[4],q[2]; 15. h q[2]; |

the ***CCNOT*** gate that performs the given oracular function *Of* = *F*(*x*1, *x*2) = *x*1 ∧ *x*2 that recognizes the maximal-sized clique(s). They take the new state vector |α4> as their input. After they actually complete six ***CNOT*** gates, two Hadamard gates, three ***T***+ gates and four ***T*** gates from the *thirteenth* time slot through the *last* time slot in Figure 3.12, we obtain the following new state vector

|α5> = ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1> |q[3]1>))

(|q[2]0> |q[1]0>) (|q[0]0> − |q[0]1>))

= ( (|0> |0> + |0> |1> + |1> |0> + (−1) |1> |1>)) (|0> |0>) (|0> − |1>)).

In the state vector |α2>, the amplitude of each element in solution space {*x*1 *x*2| ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ 2} is (1/2). In the state vector |α5>, the amplitude to three elements *x*10 *x*20 encoding an empty clique, *x*10 *x*21 encoding a clique {*v*2}, *x*11 *x*20 encoding a clique {*v*1} in solution space is all (1/2) and the amplitude to the element *x*11 *x*21 encoding the maximal-sized clique {*v*1, *v*2} in solution space is (−1/2). This is to say that *thirty-one* statements from line *nine* through *thirty-nine* in Listing 3.2 complete × that is to implement the Oracle that recognizes the maximal-sized clique(s) to solve the maximal clique problem in the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a.

**3.3.8 Implementing the Grover Diffusion Operator to Amplify the Amplitude of the Solution in an Instance of the Maximal Clique Problem**

The new state vector |α5> is ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1> |q[3]1>)) (|q[2]0> |q[1]0>) (|q[0]0> − |q[0]1>)). It includes two independentsubsystem. The first subsystem is ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1> |q[3]1>)) and the second subsystem is (|q[2]0> |q[1]0>) (|q[0]0> − |q[0]1>)). Amplifying the amplitude of each solution in the maximal clique problem in the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a only needs to consider the first subsystem in the new state vector |α5>. Since for an instance of the maximal clique problem the (22 × 1) vector encodes the first subsystem of the new state vector |α5> and is a (22 × 22) diffusion operator, amplifying the amplitude of the solution is to implement × = . This indicates that the amplitude of the solution that encodes the maximal-sized clique {*v*1, *v*2} is one and the amplitude of other three possible choices is all zero.

The quantum circuit in Figure 3.13 implements the Grover diffusion operator, (2 − ) . From line *forty* through line *fifty-one* in Listing 3.2, there are the *twelve* statements. They are subsequently “h q[3];”, “h q[4];”, “x q[3];”, “x q[4];”, “h q[4];”, “cx q[3],q[4];”, “h q[4];”, “x q[4];”, “x q[3];”, “u3(2\*pi,0\*pi,0\*pi) q[3];”, “h q[4];” and “h q[3];”.
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Figure 3.13: The quantum circuit of implementing the Grover diffusion operator, (2 − ) , to an instance of the maximal clique problem in the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a.

|  |
| --- |
| **Listing 3.2 continued…**  //We complete the amplitude amplification of the answer.  40 h q[3];  41 h q[4];  // We complete phase shifters  42 x q[3];  43 x q[4];  44 h q[4];  45 cx q[3],q[4];  46 h q[4];  47 x q[4];  48 x q[3];  49 u3(2\*pi,0\*pi,0\*pi) q[3];  50 h q[4];  51 h q[3]; |

They take the new state vector |α5> ( (|q[4]0> |q[3]0> + |q[4]0> |q[3]1> + |q[4]1> |q[3]0> + (−1) |q[4]1> |q[3]1>)) as their input. They complete the diffusion operator, (2 − ) from the first time slot through the eighth time slot in Figure 3.13. This is to say that we obtain the following new state vector

|α6> = |q[4]1>|q[3]1>.

Next, from line fifty-two in Listing 3.2 the statement “measure q[4] -> c[4];” is to measure the *fifth* quantum bit q[4] and to record the measurement outcome by overwriting the *fifth* classical bit c[4]. From line fifty-three in Listing 3.2 the statement “measure q[3] -> c[3];” is to measure the *fourth* quantum bit q[3] and to record the measurement outcome by overwriting the *fourth* classical bit c[3]. They implement the measurement from the ninth time slot through the tenth time slot of Figure 3.13.

|  |
| --- |
| **Listing 3.2 continued…**  // We complete the measurement of the answer.   1. measure q[4] -> c[4]; 2. measure q[3] -> c[3]; |

In the backend *ibmqx4* with five quantum bits in **IBM**’s quantum computers, we apply the command “simulate” to execute the program in Listing 3.2. The measured result appears in Figure 3.14. From Figure 3.14, we get the answer 11000 (c[4] = q[4] = |1>, c[3] = q[3] = |1>, c[2] = q[2] = |0>, c[1] = q[1] = |0> and c[0] = q[0] = |0>) with the probability 1 (100%). This implies that with the possibility 1 (100%) we gain that the value of quantum bit q[3] is equal to |1> and the value of quantum bit q[4] is equal to |1>. Therefore, the maximal-sized clique is to {*v*1, *v*2}.
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Figure 3.14: After the measurement to solve an instance of the maximal clique problem in the graph with two vertices {*v*1, *v*2} and one edge {(*v*1, *v*2)} in Figure 3.10a is completed, we obtain the answer 11000 with the probability 1 (100%).

**3.3.9 The Quantum Search Algorithm to the Maximal Clique Problem**

A maximal clique problem to a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges and its *complementary* graph = (*V*, ) with *n* vertices and *m* edges in which each edge in is out of *E* is to find the maximal-sized clique(s) among 2*n* subsets of vertices. Any given oracular function *Of*(*x*1 *x*2 … *xn* − 1 *xn*) is to recognize the maximal-sized clique(s) among 2*n* subsets of vertices. It implements flowchart of recognizing cliques in Figure 3.8. Next, it implements flowchart of computing the number of vertex in each clique in Figure 3.9. We make use of the quantum search algorithm to find one of *M* solutions among 2*n* subsets of vertices, where 0 ≤ *M* ≤ 2*n*.

The quantum circuit in Figure 3.15 is to complete the quantum search algorithm to

![](data:image/png;base64,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)

Figure 3.15: Circuit of implementing the quantum search algorithm to solve an instance of the maximal problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges.

solve an instance of the maximal clique problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges. The first quantum register in the left top of Figure 3.15 is (). This implies that the initial value of each quantum bit is |0>. The second quantum register in the left bottom of Figure 3.15 has (((*n* × (*n* + 3)) / 2) + 2 × *m* + 1) quantum bits and is an auxiliary quantum register. The initial value of each quantum bit in the second quantum register is |0> or |1> that is dependent on implementing ***NAND*** operations or ***AND*** operations. The third quantum register in the left bottom of Figure 3.15 is ().

**3.3.10 The First Stage of the Quantum Search Algorithm to the Maximal Clique Problem**

In Figure 3.15, the first stage of the quantum search problem to solve an instance of the maximal clique problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges is to apply *n* Hadamardgates () to operate the first quantum register (). This is to say that it produces the superposition of *n* quantum bits that is () = (). The superposition () encodes solution space {*x*1 *x*2 … *xn* − 1 *xn* | ∀ *xd* ∈ {0, 1} for 1 ≤ *d* ≤ *n*} to solve an instance of the maximal clique problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges. This indicates that state () with the amplitude () encodes an empty subset (choice) of vertex, state () with the amplitude () encodes {*vn*} and so on with that state () with the amplitude () encodes {*v*1 *v*2 … *vn*}. In the first stage of the quantum search algorithm, it uses another Hadamard gate to operate the third quantum register (). This implies that it yields the superposition of the third quantum register () that is ().

**3.3.11 The Second Stage of the Quantum Search Algorithm to the Maximal Clique Problem**

In Figure 3.15, the *second* stage of the quantum search algorithm to solve an instance of the maximal clique problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges and its *complementary* graph = (*V*, ) with *n* vertices and *m* edges in which each edge in is out of *E* is to implement the Oracle. The Oracle is to have the ability to *recognize* solutions that are the maximal-sized cliques among 2*n*subsets (possible choices) of vertices. The Oracle is to multiply the probability amplitude of the maximal-sized clique(s) by −1 and leaves any other amplitude unchanged.

The *first* main task of the Oracle is to that recognizing clique(s) among 2*n*possible choices (subsets) of vertices is equivalent to implement a formula of the form (). This is to say that for completing the *first* main task of the Oracle we need to use (2 × *m* + 1) auxiliary quantum bits and to complete *m* ***NAND*** operations and *m* ***AND*** operations that is equivalent to implement (2 × *m*) ***CCNOT*** gates.

Next, the *second* main task of the Oracle is to that computing the number of vertex in each clique is equivalent to decide that the influence of each vertex is to increase the number of vertex to each clique or to reserve the number of vertex to each clique. This indicates that for performing the *second* main task of the Oracle we need to use ((*n* × (*n* + 3)) / 2) auxiliary quantum bits and to implement (*n* × (*n* +1)) ***AND*** operations and () ***NOT*** operations that is equivalent to complete (*n* × (*n* +1)) ***CCNOT*** gates and () ***NOT*** gates.

In oracle workspace in the second stage of the quantum search algorithm, we make use of auxiliary quantum bits |*rk*> for 1 ≤ *k* ≤ *m* to encode auxiliary Boolean variables *rk* for 1 ≤ *k* ≤ *m*. We apply auxiliary quantum bits |*sk*> for 0 ≤ *k* ≤ *m* to encode auxiliary Boolean variables *sk* for 0 ≤ *k* ≤ *m*. We use auxiliary quantum bits |*zi*+1, *j*> and |*zi*+1, *j*+1> for 0 ≤ *i* ≤ *n* − 1 and 0 ≤ *j* ≤ *i* to encode auxiliary Boolean variables *zi*+1, *j* and *zi*+1, *j*+1 for 0 ≤ *i* ≤ *n* − 1 and 0 ≤ *j* ≤ *i*.

We use ***CCNOT*** gates to implement each ***NAND*** gate () in a formula of the form () and we apply auxiliary quantum bits |*rk*> for 1 ≤ *k* ≤ *m* to store the result of implementing each ***NAND*** gate (). This is to say that each auxiliary quantum bit |*rk*> for 1 ≤ *k* ≤ *m* is actually the target bit of a ***CCNOT*** gate of implementing a ***NAND*** gate (). Therefore, the initial value of each auxiliary quantum bit |*rk*> for 1 ≤ *k* ≤ *m* is set to one |1>.

We use an auxiliary quantum bit |*s*0> as the first operand of the first logical and operation (“∧”) in a formula of the form (). The initial value of the auxiliary quantum bit |*s*0> is set to |1>. This indicates that this setting does not change the correct result of the first logical and operation. We make use of a ***CCNOT*** gate to implement each logical and operation in a formula of the form (). We apply auxiliary quantum bits |*sk*> for 1 ≤ *k* ≤ *m* to store the result of implementing each logical and operation. This implies that each auxiliary quantum bit |*sk*> for 1 ≤ *k* ≤ *m* is actually the target bit of a ***CCNOT*** gate of implementing a logical and operation. Thus, the initial value of each auxiliary quantum bit |*sk*> for 1 ≤ *k* ≤ *m* is set to |0>.

We use a ***CCNOT*** gate to implement (*sm* ∧ *x*1) that is to compute the influence of the first vertex to increase the number of vertex in each clique. We apply a ***CCNOT*** gate and two ***NOT*** gates to implement (*sm* ∧ ) that is to compute the influence of the first vertex to reserve the number of vertex in each clique. We make use of auxiliary quantum bits |*z*1, 1> to store the result of implementing (*sm* ∧ *x*1) and apply auxiliary quantum bits |*z*1, 0> to store the result of implementing (*sm* ∧ ). This is to say that the two auxiliary quantum bits |*z*1, 1> and |*z*1, 0> are actually the target bits of two ***CCNOT*** gates of implementing two logical and operations. Therefore, the initial value of the two auxiliary quantum bits |*z*1, 1> and |*z*1, 0> is set to |0>.

We use a ***CCNOT*** gate to implement (*xi* + 1 ∧ *zi*, *j*) that is to figure the influence of the (*i* + 1)th vertex *vi* + 1 for 1 ≤ *i* ≤ *n* – 1 to increase the number of vertex in each clique. We apply a ***CCNOT*** gate and two ***NOT*** gates to implement ( ∧ *zi*, *j*) that is to deal with the influence of the (*i* + 1)th vertex *vi* + 1 for 1 ≤ *i* ≤ *n* – 1 to reserve the number of vertex in each clique. We make use of auxiliary quantum bits |*zi*+1, *j*+1> and |*zi*+1, *j*> for 0 ≤ *i* ≤ *n* − 1 and 0 ≤ *j* ≤ *i* to store the result of implementing them. This is to say that auxiliary quantum bit |*zi*+1, *j*+1> and |*zi*+1, *j*> for 0 ≤ *i* ≤ *n* − 1 and 0 ≤ *j* ≤ *i* are the target bits of the corresponding ***CCNOT*** gates of implementing logical and operations. Hence, the initial value of auxiliary quantum bit |*zi*+1, *j*+1> and |*zi*+1, *j*> for 0 ≤ *i* ≤ *n* − 1 and 0 ≤ *j* ≤ *i* is set to |0>. Quantum bit |*zn*, *j*> for *n* ≥ *j* ≥ 0 is to store the result that has *j* ones after computing the influence of *n* vertices to the number of vertex in each clique. If the value of quantum bit |*zn*, *j*> for *n* ≥ *j* ≥ 0 is equal to |1>, then it has *j* vertices.

We use one ***CNOT*** gate to multiply the probability amplitude of the maximal-sized clique(s) by −1 and to leave any other amplitude unchanged, where quantum bit () is the target bit of the ***CNOT*** gate and quantum bit (|>) is the control bit of the ***CNOT*** gate. When the value of the control bit (|>) is equal to (|1>), the target bit becomes () = (−1) (). This is to multiply the probability amplitude of the answer(s) by −1. When the value of the control bit (|>) is equal to (|0>), the target bit still is (). This is to leave any other amplitude unchanged.

Quantum operations are reversible by nature, so executing the reversed order of implementing the two main tasks of the Oracle can restore the auxiliary quantum bits to their initial states. This indicates that the second stage of the quantum search algorithm to solve an instance of the maximal clique problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges converts () into (). The cost of completing the Oracle in the second stage of the quantum search algorithm in Figure 3.15 is to implement (2 × ((2 × *m*) + (*n* × (*n* + 1)))) ***CCNOT*** gates, (*n* × (*n* + 1)) ***NOT*** gates and one ***CNOT*** gate.

Because the number of the vertices to the maximal clique(s) is from *n* through zero, we first check whether there is/are clique(s) with *n* vertices. The condition is to implement one ***CNOT*** gate to multiply the probability amplitude of the answer(s) with *n* vertices by −1 and to leave any other amplitude unchanged. If the answer(s) with *n* vertices are found, then we terminate the execution of the program. Otherwise, we need to continue to test whether there is/are clique(s) with (*n* − 1) vertices, (*n* − 2) vertices and so on with that has one vertex until the answer(s) are found.

**3.3.12 The Third Stage of the Quantum Search Algorithm to the Maximal Clique Problem**

In Figure 3.15, the *third* stage of the quantum search algorithm to solve an instance of the maximal clique problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges and its *complementary* graph = (*V*, ) with *n* vertices and *m* edges in which each edge in is out of *E* is to perform the Grover diffusion operator that is a (2*n* × 2*n*) matrix *D* in which *Da*, *b* = if *a ≠ b* and *Da*, *a* = − 1.Executing the Grover diffusion operator is equivalent to implement (2 − ) . A phase shifter operator, (2 − ) negates all the states except for (). In Figure 3.15, the *third* stage of the quantum search problem is to apply that the phase shift operator, 2 − , negates all the states except for () sandwiched between gates. This is to say that the *third* stage of the quantum search algorithm to solve an instance of the maximal clique problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges is to increase the amplitude of the maximal-sized clique(s) and to decrease the amplitude of the non-answer(s).

For solving an instance of the maximal clique problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges, we regard the Oracle and the Grover diffusion operator from the second stage through the third stage of the quantum search algorithm in Figure 3.15 as a subroutine. We call the subroutine as the *Grover iteration*. Though the number of the vertices to the maximal clique(s) is from *n* through zero, in advanced it is *unknown*. Therefore, we first test whether there is/are clique(s) with *n* vertices. The condition is to implement one ***CNOT*** gate to multiply the probability amplitude of the answer(s) with *n* vertices by −1 and to leave any other amplitude unchanged. If there is/are clique(s) with *n* vertices, then after repeat to execute the Grover iteration of O() times, the successful probability of measuring the answer(s) with *n* vertices is at least (1/2). Otherwise, the measurement has a failed result and we need to continue to check whether there is/are clique(s) with (*n* − 1) vertices, (*n* − 2) vertices and so on with that has one vertex until the answer(s) is/are found.

When the value of (*M* / *N*) is equal to (1 / 4), the successful probability of measuring the answer(s) is one (100%) with the Grover iteration of one time. This is the *best* case of the quantum search algorithm to solve an instance of the maximal clique problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges. When the value of *M* is equal to one, the successful probability of measuring the answer(s) is at least (1 / 2) with the Grover iteration of O() times. This is the *worst* case of the quantum search algorithm to solve an instance of the maximal clique problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges. This implies that the quantum search algorithm to solve an instance of the maximal clique problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges only gives a quadratic speed-up.

**3.4 Summary**

In this chapter, we gave a formal illustration of the search problem. We provided the satisfiability problem and the maximal clique problem as two examples of the search problem. First, we provided flowcharts of solving the satisfiability problem and the maximal clique problem. We also introduced data dependence analysis of solving the satisfiability problem and the maximal clique problem. We illustrated solution space of solving the satisfiability problem and the maximal clique problem. Next, we described the quantum circuits of implementing solution space for solving the satisfiability problem and the maximal clique problem. We also introduced the Oracle and provided the quantum circuits of implementing the Oracle to solve the satisfiability problem and the maximal clique problem. We then illustrated the Grover diffusion operator to amplify the amplitude of the answers to solve the satisfiability problem and the maximal clique problem. We also introduced the quantum circuits of implementing the Grover diffusion operator to amplify the amplitude of the answers in the satisfiability problem and in the maximal clique problem. Finally, we offered the two quantum search algorithms to solve the satisfiability problem and the maximal clique problem.

**3.5 Bibliographical Notes**

In this chapter, a more detailed introduction to the Search Problem can be found in the recommended books that are [Imre and Balazs 2005; Lipton and Regan 2014; Nielsen and Chuang 2000; Silva 2018]. A complete description for the satisfiability problem with *m* clauses and *m* Boolean variables can be found in the famous article [Cook 1972] and in the famous textbook [Garey and Johnson 1979]. A complete quantum algorithm for solving an instance of the satisfiability problem with *m* clauses and *m* Boolean variables can be found in the famous article [Chang et al 2008].

A complete illustration to the maximal clique problem to a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges and its complementary graph = (*V*, ) has *n* vertices and *m* edges in which each edge in is out of *E* can be found in the famous article [Karp 1975] and in the famous textbook [Garey and Johnson 1979]. A complete quantum algorithm for solving an instance of the maximal clique problem in a graph *G* = (*V*, *E*) with *n* vertices and *θ* edges and its complementary graph = (*V*, ) has *n* vertices and *m* edges in which each edge in is out of *E* can be found in the famous article [Chang et al 2018].

A complete description of quantum search algorithm can be found in the famous article [Grover 1996] and in the famous textbooks [Imre and Balazs 2005; Lipton and Regan 2014; Nielsen and Chuang 2000; Silva 2018]. A detailed introduction (quantum circuit) of implementing the Grover diffusion operator can be found in the famous articles [Coles et al 2018; Mandviwalla et al 2018] and in the famous textbooks [Imre and Balazs 2005; Lipton and Regan 2014; Nielsen and Chuang 2000; Silva 2018].

**3.6 Exercises**

3.1 We suppose that a graph *G* = (*V*, *E*) has that *V* is a set of vertices in *G* and *E* is a set of edges in *G*. Also we assume that *V* is {*v*1, …, *vn*} and *E* is {(*va*, *vb*)| *va* and *vb* are, respectively, elements in *V*}. We suppose that |*V*| is the number of vertices in *V* and |*E*| is the number of edges in *E*. Also we assume that |*V*| is equal to *n* and |*E*| is equal to *m*. Mathematically, a *vertex cover* of graph *G* = (*V*, *E*) with *n* vertices and *m* edges is a subset *V*1 ⊆ *V* of vertices such that for each edge (*va*, *vb*) in *E*, at least one of *va* and *vb* belongs to *V*1. The vertex cover problem of graph *G* = (*V*, *E*) with *n* vertices and *m* edges is to find a *minimum-sized* vertex cover in *G*. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem.
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Figure 3.16: Graph *G*1 with three vertices and two edges of our problem.

Figure 3.16 is one graph of our problem. In Figure 3-16, graph *G*1 consists of three vertices and two edges. This graph denotes a vertex cover problem. All of the vertex covers in graph *G*1 are {*v*1}, {*v*2, *v*1}, {*v*3, *v*1}, {*v*3, *v*2}, and {*v*3, *v*2, *v*1}. The *minimum-sized* vertex cover for graph *G*1 is {*v*1}. Thus, the size of the vertex cover problem in Figure 3-16 is one. Please design a quantum algorithm to solve an instance of the vertex cover problem of graph *G* = (*V*, *E*) with *n* vertices and *m* edges.

3.2 We assume that a graph *G* = (*V*, *E*) has that *V* is a set of vertices in the graph *G* and *E* is a set of edges in the graph *G*. For graph *G* = (*V*, *E*), its *complementary* graph = (*V*,) in which each edge in is out of *E*. We also suppose that *V* is {*v*1, …, *vn*} and *E* is {(*va*, *vb*)| *va* and *vb* are, respectively, elements in *V*}. We assume that |*V*| is the number of vertices in *V* and |*E*| is the number of edges in *E*. We also suppose that |*V*| is equal to *n* and |*E*| is equal to *m*. An *independent-set* of graph *G* = (*V*, *E*) with *n* verticesand *m* edges is a subset *V*1 ⊆ *V* of vertices such that for all *va*, *vb* ∈ *V*1 the edge (*va*, *vb*) is *not* in *E*. The independent-set problem of graph *G* = (*V*, *E*) with *n* vertices and *m* edges is to find a *maximum-sized* independent set in graph *G*. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem.
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Figure 3.17: Graph *G*1 with three vertices and two edges and its *complementary* graph with the same vertices and one edge for our problem.

Figure 3.17 is one graph and its complementary graph of our problem. In Figure 3-17, graph *G*1 consists of three vertices {*v*3, *v*2, *v*1} and two edge {(*v*1, *v*2), (*v*1, *v*3)} and its complementary graph includes the same vertices and one edge {(*v*2, *v*3)}. All of the independent sets in graph *G*1 are ∅, {*v*1}, {*v*2}, {*v*3} and {*v*3, *v*2}. The maximum-sized independent set for graph *G*1 is {*v*3, *v*2}. Therefore, the size of the independent set problem in Figure 3-17 is two. Please design a quantum algorithm to solve an instance of the independent-set problem of graph *G* = (*V*, *E*) with *n* vertices and *m* edges.

3.3We suppose that a graph *G* = (*V*, *E*) has that *V* is a set of vertices in *G* and *E* is a set of edges in *G*. Also we assume that *V* is {*v*1, …, *vn*} and *E* is {(*va*, *vb*)| *va* and *vb* are, respectively, elements in *V*}. We suppose that |*V*| is the number of vertices in *V* and |*E*| is the number of edges in *E*. Also we assume that |*V*| is equal to *n* and |*E*| is equal to *m*. Mathematically, a *dominating* *set* to graph *G* = (*V*, *E*) with *n* vertices and *m* edges is a subset *V*1 ⊆ *V* of vertices such that for all *u* ∈ *V*−*V*1 there is a *v* ∈ *V*1 for which (*u*, *v*) ∈ *E*. The dominating-set problem in graph *G* = (*V*, *E*) with *n* vertices and *m* edges is to find a *minimum*-*size* dominating set in graph *G* = (*V*, *E*) with *n* vertices and *m* edges. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem.
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Figure 3.18: Graph *G*1 with three vertices and two edges to our problem.

Figure 3.18 is one graph of our problem. In Figure 3-18, Graph *G*1 has three vertices and two edges, where {*v*1, *v*2, *v*3} is the set of vertices and {(*v*1, *v*2), (*v*1, *v*3)} is the set of edges. The answer of the dominating-set problem for Graph *G*1 with three vertices and two edges in Figure 3-18 is {*v*1} that is the *minimum*-*size* dominating set. Hence, the size of the dominating-set problem in Figure 3-18 is one. Please design a quantum algorithm to solve an instance of the dominating-set problem for graph *G* = (*V*, *E*) with *n* vertices and *m* edges.

3.4 We assume that a finite set *S* is {*un*, …, *u*1}, where *ui* is the *i*th element in *S* with 1 ≤ *i* ≤ *n*. We also suppose that |*S*| is the number of elements in *S* and |*S*| is equal to *n*. We suppose that a collection *C* of subsets of the finite set *S* is {*C*1, …, *Cm*}, where *Cj* is the *j*th element in *C* with 1 ≤ *j* ≤ *m*. We also assume that |*C*| is the number of subsets in *C* and |*C*| is equal to *m*. Mathematically, a hitting-set is to find whether there is a subset *S*1 ⊆ *S* such that *S*1 contains at least one element from each subset in *C*. The hitting-set problem with an *n*-element finite set *S* and an *m*-element collection *C* of subsets for *S* is to find a minimum-sized hitting-set. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem.

|  |
| --- |
| S = {2, 1} and C = {{1}} |

Figure 3.19: A finite set *S* and a collection *C* of subsets of *S* to our problem.

Figure 3.19 is one example of our problem. In Figure 3-19, as an example, we consider a simple case in which the finite set *S* is {2, 1} and the collection *C* is {{1}}. *S* = {2, 1} and *C* = {{1}} define a hitting-set problem. For *S* = {2, 1} and *C* = {{1}}, there are two hitting sets that are, respectively, {1} and {1, 2}. The answer (a minimum-sized hitting-set) of the hitting-set problem for *S* = {2, 1} and *C* = {{1}} is {1}. Please design a quantum algorithm to solve an instance of the hitting-set problem with an *n*-element finite set *S* and an *m*-element collection *C* of subsets of *S*.

3.5 We assume that *W* = {*w*1, … *wq*}, *X* = {*x*1, …, *xq*} and *Y* = {*y*1, …, *yq*}are disjoint sets. We also suppose that a finite set *C* ⊆ *W* × *X* × *Y* and *C* is {(*wk*, *xl*, *ym*)| *wk* ∈ *W*, *xl* ∈ *X*, and *ym* ∈ *Y* for *q* ≥ *k*, *l*, and *m* ≥ 1}. We assume that |*C*| is the number of elements in *C* and |*C*| ≥ *t*, where *t* is a positive integer. A 3-*dimensional matching* for *C*, *W*, *X*, and *Y* is a subset *C*1 ⊆ *C* with |*C*1| ≤ *t* such that no two elements of *C*1 agree in any coordinate. The 3-dimensional matching problem to *C*, *W*, *X*, and *Y* is to find a *maximum*-*sized* 3-dimensional matching. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem.

|  |
| --- |
| *W* = {1, 2}, *X* = {3, 4}, *Y* = {5, 6} and *C* = {(1, 3, 5), (2, 4, 6), (1, 4, 6)} |

Figure 3.20: Finite sets *W*, *X,* and *Y* and a finite set *C* ⊆ *W* × *X* × *Y* to our problem.

In Figure 3.20, three finite sets *W*, *X,* and *Y* are {1, 2}, {3, 4} and {5, 6}, respectively. A finite set *C* ⊆ *W* × *X* × *Y* and *C* = {(1, 3, 5), (2, 4, 6), (1, 4, 6)}. The four sets, *W*, *X*, *Y*, and *C* denote a 3-dimensional matching problem in Figure 3.20. The *maximum*-*size* 3-dimensional matching for *C* is {(1, 3, 5), (2, 4, 6)}. Hence, the size of the 3-dimensional matching problem in Figure 3.20 is two. Please design a quantum algorithm to solve an instance of the 3-dimensional matching problem to *C*, *W*, *X*, and *Y*.

3.6 We assume that a finite set *S* is {*s*1, …, *sd*}, where *se* is the *e*th element for 1 ≤ *e* ≤ *d* in *S*. We also suppose that |*S*| is the number of elements in *S* and |*S*| is equal to *d*. We suppose that a collection *C* of subsets of the finite set *S* is {*C*1, …, *Cf*}, where *Cg* is the *g*th element for 1 ≤ *g* ≤ *f* in *C*. We also assume that |*C*| is the number of subsets in *C* and |*C*| is equal to *f*. We assume that a positive integer *k* is less than or equal to |*C*|. Mathematically, the set-basis problem is to find a collection *B* of subsets of *S* with |*B*| = *k* such that for each *Cg* ∈ *C*, there is a sub-collection of *B* whose union is exactly *Cg*. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem.

In Figure 3.21, a finite set *S* is {1, 2} and a collection *C* of subsets of *S* is {{1}, {2}}. The finite set *S* that is {1, 2} and the collection *C* that is {{1}, {2}} denote a set-basis problem in Figure 3.21. The set-basis for the finite set *S* that is {1, 2} and the collection *C* that is {{1}, {2}} in Figure 3.21 is {{1}, {2}}. Hence, the size of the set-basis problem for the finite set *S* that is {1, 2} and the collection *C* that is {{1}, {2}} in Figure 3.21 is two. Please design a quantum algorithm to solve an instance of the set-basis problem to a finite set *S* and a collection *C* of subsets of *S*.

|  |
| --- |
| *S* = {1, 2} and *C* = {{1}, {2}} |

Figure 3.21: A finite set *S* and a collection *C* of subsets of *S* in our problem.

3.7 We assume that a finite set *S* is {*s*1, …, *sq*}, where *sm* is the *m*th element for 1 ≤ *m* ≤ *q*. Also we suppose that |*S*| is the number of elements in *S* and |*S*| is equal to *q*. We assume that a collection *C* of subsets of *S* is {*C*1, …, *Cn*}, where each subset *Ck* is a subset of *S* for 1 ≤ *k* ≤ *n*. Also we suppose that |*C*| is the number of subset in *C* and |*C*| is equal to *n*. We suppose that the number of subsets in *C* is greater than or equal to *l*, where *l* is a positive number. The set-packing problem for a finite set *S* and a collection *C* of subsets of *S* is to find a sub-collection *C*1 ⊆ *C* such that *C*1 contains at least *l* mutually distinct sets. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem.

In Figure 3.22, a finite set *S* is {1, 2} and a collection *C* of subsets of the finite set *S* is {{1}, {2}}. The finite set *S* that is {1, 2} and the collection *C* that is {{1}, {2}} denote a set-packing problem in Figure 3.22. The answer of the set-packing problem for the finite set *S* that is {1, 2} and the collection *C* that is {{1}, {2}} in Figure 3.22 is {{1}, {2}}. Therefore, the size of the set-packing problem for the finite set *S* that is {1, 2} and the collection *C* that is {{1}, {2}} in Figure 3.22 is two. Please design a quantum algorithm to solve an instance of the set-packing problem to a finite set *S* and a collection *C* of subsets of *S*.

|  |
| --- |
| *S* = {1, 2} and *C* = {{1}, {2}} |

Figure 3.22: A finite set *S* and a collection *C* of subsets of *S* in our problem.

3.8 We assume that a finite set *S* is {*s*1, …, *sd*}, where *se* is the *e*th element for 1 ≤ *e* ≤ *d* in *S*. We also suppose that |*S*| is the number of elements in *S* and |*S*| is equal to *d*. We suppose that a collection *C* of subsets of the finite set *S* is {*C*1, …, *Cf*}, where *Cg* is the *g*th element for 1 ≤ *g* ≤ *f* in *C*. We also assume that |*C*| is the number of subsets in *C* and |*C*| is equal to *f*. Mathematically, the set-splitting problem is to find whether there is a partition of *S* into two subsets *S*1 and *S*2 such that no subset in *C* is entirely contained in either *S*1 or *S*2. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem.

In Figure 3.23, a finite set *S* is {1, 2} and a collection *C* of subsets of *S* is {{1, 2}}. The finite set *S* that is {1, 2} and the collection *C* that is {{1, 2}} in Figure 3.23 define a set-splitting problem. The set splitting for the finite set *S* that is {1, 2} and the collection *C* that is {{1, 2}} in Figure 3.23 is *S*1 = {1} and *S*2 = {2} or *S*1 = {2} and *S*2 = {1}. Please design a quantum algorithm to solve an instance of the set-splitting problem to a finite set *S* and a collection *C* of subsets of *S*.

|  |
| --- |
| *S* = {1, 2} and *C* = {{1, 2}} |

Figure 3.23: A finite set *S* and a collection *C* of subsets of *S* in our problem.

3.9 A 3-satisfiability problem with *n* Boolean variables that are {*x*1 *x*2 … *xn* − 1 *xn*} and *m* clauses contains a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*, where each clause *Cj* for 1 ≤ *j* ≤ *m* is a formula of the form *xp* ∨ *xq* ∨ *xr* for three Boolean variables *xp*, *xq* and *xr* to 1 ≤ *p*, *q* and *r* ≤ *n*. This is to say that each clause *Cj* for 1 ≤ *j* ≤ *m* only includes three Boolean variables. Next, the question is to find values of each Boolean variable so that the whole formula has the value 1. This is the same as finding values of each Boolean variable that make each clause have the value 1. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem.

As an example, we consider that a 3-satisfiability problem with three Boolean variables that are {*x*1 *x*2 *x*3} and oneclause that is (*x*1 ∨ *x*2 ∨ *x*3). The three variables *x*1, *x*2 and *x*3 are Boolean variables and their values are allowed to range only over two values 0 and 1. We usually think of 0 as “false” and 1 as “true”. The symbol “∨” is the “logical or” operation. The answers that satisfy that the clause (*x*1 ∨ *x*2 ∨ *x*3) has the value 1 are subsequently *x*10 *x*20 *x*31 (001), *x*10 *x*21 *x*30 (010), *x*10 *x*21 *x*31 (011), *x*11 *x*20 *x*30 (100), *x*11 *x*20 *x*31 (101), *x*11 *x*21 *x*30 (110) and *x*11 *x*21 *x*31 (111). Please design a quantum algorithm to solve an instance of the 3-satisfiability problem with *n* Boolean variables that are {*x*1 *x*2 … *xn* − 1 *xn*} and *m* clauses.

3.10 A not-all-equal 3-satisfiability problem with *n* Boolean variables that are {*x*1 *x*2 … *xn* − 1 *xn*} and *m* clauses contains a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*, where each clause *Cj* for 1 ≤ *j* ≤ *m* is a formula of the form *xp* ∨ *xq* ∨ *xr* for three Boolean variables *xp*, *xq* and *xr* to 1 ≤ *p*, *q* and *r* ≤ *n*. This indicates that each clause *Cj* for 1 ≤ *j* ≤ *m* only includes three Boolean variables. Next, the question is to find values of each Boolean variable so that each clause *Cj* for 1 ≤ *j* ≤ *m* has *at least* one *true* Boolean variable and one *false* Boolean variable so that the whole formula has the value 1. This is the same as finding values of each Boolean variable so that each clause *Cj* for 1 ≤ *j* ≤ *m* has *at least* one *true* Boolean variable and one *false* Boolean variable that make each clause have the value 1. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem.

As an example, we consider that a not-all-equal 3-satisfiability problem with three Boolean variables that are {*x*1 *x*2 *x*3} and oneclause that is (*x*1 ∨ *x*2 ∨ *x*3). The three variables *x*1, *x*2 and *x*3 are Boolean variables and their values are allowed to range only over two values 0 and 1. We usually think of 0 as “false” and 1 as “true”. If the value of a Boolean variable is equal to 1 (one), we call it as one *true* Boolean variable. If the value of a Boolean variable is equal to 0 (zero), we call it as one *false* Boolean variable. The symbol “∨” is the “logical or” operation. The answers that satisfy that the clause (*x*1 ∨ *x*2 ∨ *x*3) has *at least* one *true* Boolean variable and one *false* Boolean variable that make the clause have the value 1 are subsequently *x*10 *x*20 *x*31 (001), *x*10 *x*21 *x*30 (010), *x*10 *x*21 *x*31 (011), *x*11 *x*20 *x*30 (100), *x*11 *x*20 *x*31 (101) and *x*11 *x*21 *x*30 (110). Please design a quantum algorithm to solve an instance of the not-all-equal 3-satisfiability problem with *n* Boolean variables that are {*x*1 *x*2 … *xn* − 1 *xn*} and *m* clauses.

3.11 A one-in-three 3-satisfiability problem with *n* Boolean variables that are {*x*1 *x*2 … *xn* − 1 *xn*} and *m* clauses contains a Boolean formula of the form *C*1 ∧ *C*2 … ∧ *Cm*, where each clause *Cj* for 1 ≤ *j* ≤ *m* is a formula of the form *xp* ∨ *xq* ∨ *xr* for three Boolean variables *xp*, *xq* and *xr* to 1 ≤ *p*, *q* and *r* ≤ *n*. This is to say that each clause *Cj* for 1 ≤ *j* ≤ *m* only includes three Boolean variables. Next, the question is to find values of each Boolean variable so that each clause *Cj* for 1 ≤ *j* ≤ *m* has *exactly* one *true* Boolean variable so that the whole formula has the value 1. This is the same as finding values of each Boolean variable so that each clause *Cj* for 1 ≤ *j* ≤ *m* has *exactly* one *true* Boolean variable that make each clause have the value 1. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem.

As an example, we consider that a one-in-three 3-satisfiability problem with three Boolean variables that are {*x*1 *x*2 *x*3} and oneclause that is (*x*1 ∨ *x*2 ∨ *x*3). The three variables *x*1, *x*2 and *x*3 are Boolean variables and their values are allowed to range only over two values 0 and 1. We usually think of 0 as “false” and 1 as “true”. If the value of a Boolean variable is equal to 1 (one), we call it as one *true* Boolean variable. If the value of a Boolean variable is equal to 0 (zero), we call it as one *false* Boolean variable. The symbol “∨” is the “logical or” operation. The answers that satisfy that the clause (*x*1 ∨ *x*2 ∨ *x*3) has *exactly* one *true* Boolean variable that makes the clause have the value 1 are subsequently *x*10 *x*20 *x*31 (001), *x*10 *x*21 *x*30 (010) and *x*11 *x*20 *x*30 (100). Please design a quantum algorithm to solve an instance of the one-in-three 3-satisfiability problem with *n* Boolean variables that are {*x*1 *x*2 … *xn* − 1 *xn*} and *m* clauses.

3.12 We assume that a finite set *S* is {*s*1, …, *sA*}, where *sk* is one element in *S* for 1 ≤ *k* ≤ *A*. We also suppose that |*S*| is the number of elements in *S* and |*S*| is equal to *A*. We assume that a collection *C* of subsets of *S* is {*C*1, …, *CB*}, where *Ci* is a subset of *S* for 1 ≤ *i* ≤ *B*. We also suppose that |*C*| is the number of elements in *C* and |*C*| is equal to *B*. We assume that *m* is a positive integer. A *set* *cover* for *S* is a sub-collection *C*1 ⊆ *C* with |*C*1| ≤ *m* such that every element of *S* belongs to at least one member of *C*1, where |*C*1| is the number of elements in *C*1. The set cover problem is to find a *minimum*-*size* set cover for *S*. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem.

In Figure 3.24, a finite set *S* is {1, 2, 3} and a collection *C* of subsets of *S* is {{1}, {2}, {3}, {2, 3}}.The finite set *S* that is {1, 2, 3} and the collection *C* of subsets of *S* that is {{1}, {2}, {3}, {2, 3}} in Figure 3.24 denote a set cover problem. The *minimum*-*size* set cover for the finite set *S* that is {1, 2, 3} and the collection *C* of subsets of *S* that is {{1}, {2}, {3}, {2, 3}} in Figure 3.24 is {{1}, {2, 3}}. Please design a quantum algorithm to solve an instance of the set cover problem for a finite set *S* and a collection *C* of subsets of *S*.

|  |
| --- |
| *S* ={1, 2, 3} and *C* = {{1}, {2}, {3}, {2, 3}} |

Figure 3.24: A finite set *S* and a collection *C* of subsets of *S* in our problem.

3.13 We assume that a finite set *S* is {*s*1, …, *s*3 × *q*}, where *sk* is one element in *S* for 1 ≤ *k* ≤ 3 × *q*. We also suppose that |*S*| is the number of elements in *S* and is equal to 3 × *q*. We assume that a collection *C* of 3-element subsets to *S* is {*C*1, …, *CB*} and each subset *Ci* contains three elements in *S* for 1 ≤ *i* ≤ *B*. We assume that |*C*| is the number of elements in *C*. A*n* *exact* *cover* for *S* is a sub-collection *C*1 ⊆ *C* such that every element of *S* occurs in exactly one member of *C*1. The problem of exact cover by 3-sets is to find a *minimum*-*size* exact cover for *S*. It is a ***NP-Complete*** problem and can be formulated as a “computational search” problem. In Figure 3.25, a finite set *S* is {1, 2, 3, 4, 5, 6} and a collection *C* of 3-element subsets to *S* is {{1, 2, 3}, {3, 4, 5}, {4, 5, 6}}.Te finite set *S* that is {1, 2, 3, 4, 5, 6} and the collection *C* of 3-element subsets to *S* that is {{1, 2, 3}, {3, 4, 5}, {4, 5, 6}} in Figure 3.25 denote a problem of exact cover by 3-sets. The *minimum*-*size* exact cover for the finite set *S* is {1, 2, 3, 4, 5, 6} and the collection *C* of 3-element subsets to *S* that is {{1, 2, 3}, {3, 4, 5}, {4, 5, 6}} in Figure 3.25 is {{1, 2, 3}, {4, 5, 6}}. Please design a quantum algorithm to solve an instance of the problem of exact cover by 3-sets for a finite set *S* and a collection *C* of 3-element subsets to *S*.

|  |
| --- |
| *S* ={1, 2, 3, 4, 5, 6} and *C* = {{1, 2, 3}, {3, 4, 5}, {4, 5, 6}} |

Figure 3.25: A finite set *S* and a collection *C* of 3-element subsets to *S* in our problem.